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Preface

We live in a wonderful time where we have access to marvelous chunks of
technology that inspire our creativity. The personal computer, smart phone, web
cam —all of these make our lives easier, but more importantly, more creative. These
new inventions invite us to not only become users, but also developers and creators,
adding our own adaptions to the wide range of applications available.

This ability for the average person to become a developer is also true in the robotics
world. One of the tools that makes this available is Arduino, a processor board that
was built to allow almost anyone to create amazing projects with little cost and even
less technical expertise. This small, inexpensive, powerful board has been used in a
wide range of projects. With its success, has come an entire community of developers
who not only provide help in the area of software development, but also provide
hardware add-ons and even new form factors for the processor board itself.

It can, however, still be a bit intimidating to start using Arduino in your projects.
This book is designed to help anyone, even those with no programming background
or experience, be successful in building both simple but also quite complex robotic
projects. The book is designed to lead you through the process step by step so that
your robotic designs can come to life.

Hopefully, this book will inspire those with the imagination and creative spirit to
build those wildly inventive designs that are swirling around in their heads. One
day, robots will be as pervasive as cell phones are today. So, start creating!

What this book covers

Chapter 1, Powering on Arduino, covers the selection of the right Arduino board for
your project and how to be successful the first time you add power.

Chapter 2, Getting Started with the Arduino IDE, shows you how to download, install,
and use the environment for your specific Arduino.
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Chapter 3, Simple Programming Concepts Using the Arduino IDE, introduces basic
programming constructs and how to use them within the Arduino IDE.

Chapter 4, Accessing the GPIO Pins, shows you the details of how to both send
information to as well as get information from the outside world through the
available GPIO capabilities.

Chapter 5, Working with Displays, shows you several different types and sizes of
displays and also details how to add them to your project.

Chapter 6, Controlling DC Motors, shows you how to connect DC motors for robots
that use wheels or tracks to move.

Chapter 7, Controlling Servos with Arduino, shows you how to control servos to build
walking robots.

Chapter 8, Avoiding Obstacles Using Sensors, shows you how to add sensors to avoid
or, perhaps, find objects.

Chapter 9, Even More Useful Sensors, shows you how to add different types of sensors
to your project.

Chapter 10, Going Truly Mobile — the Remote Control of Your Robot, covers how to
communicate with your robot wirelessly.

Chapter 11, Using a GPS Device with Arduino, shows you how to add a GPS device so
that you always know where your robot is. This is important because if your robot
gets truly mobile, it might get lost.

Chapter 12, Taking Your Robot to Sea, shows you some robots that can sail and explore
under water.

Chapter 13, Robots That Can Fly, introduces you to robots that can fly.

Chapter 14, Small Projects with Arduino, shows you how to adapt other toy robots
using Arduino or add a bit of flash to your current robotic projects using LEDs.

What you need for this book

The most important piece of software required for this book is the Arduino IDE,
which is available at http://www.arduino.cc/. The only other software that will be
required is the software drivers associated with the hardware that you might add to
your project; these will be detailed in the individual chapters themselves.

[2]
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Who this book is for

This book is for anyone with a little programming interest, a bit of imagination, and
the desire to create their own amazing robotic projects. The book is designed to start
by teaching beginners the basics of Arduino and programming. You'll tackle more
and more challenging projects until you have the know-how to build your own
complex robots that can sail, swim, and fly.

Conventions

In this book, you will find a number of styles of text that distinguish between
different kinds of information. Here are some examples of these styles, and an
explanation of their meaning.

Code words in text, database table names, folder names, filenames, file extensions,
pathnames, dummy URLSs, user input, and Twitter handles are shown as follows:
"Arduino will then move to the loop () function and begin executing the
statements there."

A block of code is set as follows:

// Pin D7 has an LED connected on FLORA.
// give it a name:
int led = 7;
// the setup routine runs once when you press RESET:
void setup() {
// initialize the digital pin as an output.
pinMode (led, OUTPUT) ;
}
// the loop routine runs over and over again forever:
void loop() {

digitalWrite(led, HIGH) ; // turn the LED on
delay(100) ; // wait for a second
digitalWrite(led, LOW) ; // turn the LED off
delay (1000) ; // wait for a second

}

New terms and important words are shown in bold. Words that you see on the
screen, in menus or dialog boxes for example, appear in the text like this: "Select
the TFTDisplayText example by navigating to Examples | TFT | Arduino |
TFTDisplayText."

[31]
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% Warnings or important notes appear in a box like this.

a1

~Q Tips and tricks appear like this.

Reader feedback

Feedback from our readers is always welcome. Let us know what you think about
this book —what you liked or may have disliked. Reader feedback is important for us
to develop titles that you really get the most out of.

To send us general feedback, simply send an e-mail to feedbackepacktpub. com,
and mention the book title via the subject of your message.

If there is a topic that you have expertise in and you are interested in either writing
or contributing to a book, see our author guide on www.packtpub.com/authors.

Customer support

Now that you are the proud owner of a Packt book, we have a number of things to
help you to get the most from your purchase.

Downloading the example code

You can download the example code files for all Packt books you have purchased
from your account at http: //www.packtpub.com. If you purchased this book
elsewhere, you can visit http: //www.packtpub.com/support and register to have
the files e-mailed directly to you.

Downloading the color images of this book

We also provide you a PDF file that has color images of the screenshots/diagrams
used in this book. The color images will help you better understand the changes in
the output. You can download this file from https://www.packtpub.com/sites/
default/files/downloads/98290S ColoredImages.pdf.

[4]
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Errata

Although we have taken every care to ensure the accuracy of our content, mistakes

do happen. If you find a mistake in one of our books —maybe a mistake in the text or
the code —we would be grateful if you would report this to us. By doing so, you can
save other readers from frustration and help us improve subsequent versions of this
book. If you find any errata, please report them by visiting http: //www.packtpub.
com/submit-errata, selecting your book, clicking on the errata submission form link,
and entering the details of your errata. Once your errata are verified, your submission
will be accepted and the errata will be uploaded on our website, or added to any list of
existing errata, under the Errata section of that title. Any existing errata can be viewed
by selecting your title from http: //www.packtpub.com/support.

Piracy

Piracy of copyright material on the Internet is an ongoing problem across all media.
At Packt, we take the protection of our copyright and licenses very seriously. If you
come across any illegal copies of our works, in any form, on the Internet, please
provide us with the location address or website name immediately so that we can
pursue a remedy.

Please contact us at copyright@packtpub.com with a link to the suspected
pirated material.

We appreciate your help in protecting our authors, and our ability to bring
you valuable content.

Questions

You can contact us at questionse@packtpub.com if you are having a problem with
any aspect of the book, and we will do our best to address it.

[51]
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Powering on Arduino

Welcome to the wonderful world of Arduino! This small but powerful processor
board has become a staple with the robotic hobbyist community, and many have
provided open source software to enhance its capabilities. Unfortunately, many,
especially those new to embedded systems and programming, can end up so
discouraged that the processor board can end up on the shelf gathering dust. The
purpose of this first chapter is to help you decide which of the many different
Arduinos is right for your application. Then, you'll walk through the steps to get
your Arduino powered up and working so that you can begin working on all those
amazing robotic projects you've always wanted to create.

Selecting the right Arduino board

Before we connect power and start programming, you'll need to decide which of the
different Arduinos is right for your project.

A brief history of Arduino

First, let's understand a little history and a few definitions. Arduino began in

2005 with a few brave folks at a school in Italy deciding that providing a simple,
inexpensive, easy-to-work-with hardware (HW) and software (SW) platform would
be a wonderful endeavor so that their students could work on their own embedded
systems projects. They started with the Atmel series of processors and then added
four key elements.

First, they provided an easy-to-use hardware connection to the processor so that
users didn't need to purchase expensive and difficult-to-use additional HW for this
task. Initially, this connection was done via a serial port; now, it is almost universally
done through USB.
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Second, they provided a boot program (the program that runs when the processor
powers on) that would configure the hardware and get the entire system to a known
state so that users would have a standard set of hardware with which they can work.
This also enables the contribution of the third key, which is the Arduino integrated
development environment (IDE). It is a piece of SW that runs on a host computer
and allows developers to develop their projects and then upload them easily to the
target Arduino development board. The program can then be run, debugged, and
modified through the IDE. Then, when the program is completed, you disconnect
Arduino from the host system and it will run without any connection to the
development system.

The last contribution is a set of Input/Output (I/O) pins in a standard configuration.
This makes documentation easy, but more importantly, it has allowed for an entire
set of additional capability to be provided by what are called shields. These shields
fit on top of Arduino, plug directly into the pins, and are supported by a code library
that allows the user to easily access the increased functionality.

Introducing the different versions of Arduino

Initially, there was only a single board, which made selection easy. However, as

the community of Arduino users has grown, so have the many different needs for
different sizes, capabilities, and form factors. There are now many different Arduino
versions and even Arduino clones. There are also chips that allow you to create your
very own Arduino-like systems. There are many well-known and popular versions
of Arduino for you to consider for your project. However, they are too many to be
listed and discussed here.

There are some that are very powerful but also have a much larger form factor and
are more expensive. There are some that are extremely small and inexpensive, but
they are somewhat limited in the size of programs and interfaces. Here are some of
the most popular versions of Arduino.

[8]
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Arduino Uno R3

Perhaps the current most popular version of Arduino is the Arduino Uno R3 (or
Rev3). The following is an image of the unit:

Choosing the Arduino Uno R3

This is a standard choice for many Arduino projects. It has 32 KB of space for
programs, which is a relatively adequate amount for most small-to medium-size
programs. It has an ATmega328 processor running at 16 MHz and the standard
Arduino set of I/O pins, 14 digital I/O pins, six analog inputs, and one serial
communication port. It takes a USB A Male to B Male cable, as shown in the
following image:

[9]
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Arduino Mega 2560 R3

Another popular choice, especially when additional program space and
programming power is needed, is the Arduino Mega 2560 R3. The following
is an image of this Arduino:

»
1|
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Choosing the Arduino Mega

The Arduino Mega is Arduino of choice for larger projects that require more
programming space, a more powerful processor, more 1/O, or all of these. It uses an
ATmega2560 processor, which runs programs faster than the ATmega328 processor.
The biggest difference, perhaps, is the larger program size. It has a total of 256 KB of
memory, which can store much larger programs than the standard Arduino Uno. It
also has more analog and digital I/O pins.

. The add-on shields are boards that can fit on top of Arduino to add more
% functionalities. However, it is important to note that they are made to fit
/&~ the Arduino Uno may not fit the Arduino Mega. For each shield you are
considering, make sure it will work with your particular Arduino.

Spotting a counterfeit or clone

There is one more thing to note here. Where it says Mega, you'll notice that there

is no Arduino trademark on the board. The Arduino team restricts the usage of its
trademark for manufacturers that pay a license fee and work with the team to ensure
quality. In this case, this board is almost assuredly not an official Arduino Mega.

Go tohttp://arduino.cc/en/Products/Counterfeit#.UxkWsf1dVHI to find out
more about how to spot a counterfeit.

[10]
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As the hardware for Arduino is also open source, some manufacturers take this
design and provide new and different designs form factors. These are considered
Arduino clones. You will need to rely on the quality of the manufacturers of these
clones, so consider that before purchasing.

Arduino Due

If you need even more processing speed, the most powerful of all the Arduino lines
is the Arduino Due. The following is an image of this product:

oSS SEETEELEREENES

Choosing the Arduino Due

The Arduino Due is truly at the top of the line as far as processing power is
concerned. This unit uses the AT91SAMB3X8E7 processor, which is an ARM Cortex
processor. It is the same type of processor that many cell phones use. It also offers
512 KB of memory and lots of analog and digital I/O pins. Shields that are made to
fit the Arduino Mega or Uno often will fit the Arduino Due, but it is always good

to check before purchase. For most starter projects, you'll not need the power of the
Arduino Due.

Arduino Micro

If you need to go smaller, the Arduino line also offers opportunities with much
smaller packages in a number of different form factors. One of the more popular
units is the Arduino Micro. The Micro is a very small form factor; yet, it has a
processor with the appropriate boot parameters so that you can run the Arduino
IDE, the USB connector, and the exposed I/O pins, even though they are much fewer
than those found in the Arduino Uno.

[11]
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The following is an image of this unit:

Choosing the Arduino Micro

This unit comes with an ATmega328 processor, the same processor that comes with
the Arduino Uno, but runs at half the clock rate. It comes with the same 32 KB of
memory as the Uno but with much fewer I/O pins. For this unit, and the others
that I will present here, you'll need to use a mini-USB B cable, as shown in the
following image:

Adafruit FLORA

As noted earlier, as Arduino designs and parts are openly available, some companies
have taken the standard Arduino and given it a different look. If you are looking for
a much different form factor, you can try the Adafruit FLORA, offered by Adafruit at
www .adafruit.com. The following is an image of this unit:

[12]
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Choosing the Adafruit FLORA

The Adafruit FLORA is part of a wearable line of Arduino clone processors. It is 1.75
inches in diameter, but still has the USB connection, connectivity to the Arduino
IDE, and exposed pins, but much fewer than any of the other Arduinos we have
discussed. It uses the Atmega32u4 processor and also uses a mini-USB B cable.

Adafruit Gemma

If you like the FLORA form factor but want something even smaller, you can
purchase the Gemma from Adafruit. In the following image, this unit is on the
right-hand side of the FLORA:

[13]
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Choosing the Adafruit Gemma

Amazingly, the Adafruit Gemma still has the USB connector, uses the same Arduino
IDE, and has some I/O pins still available. As it has an ATtiny85 processor running
at 8 MHz, only 8 KB of memory, and far fewer I/O pins, it can only be used in
limited applications. However, it is an interesting form factor.

Adafruit Trinket

Finally, another small form factor Arduino from Adafruit is the Trinket. The
following is an image of it with the FLORA and Gemma in the background:

Choosing the Adafruit Trinket

The trinket is very similar in performance with the Gemma, with the same processor,
memory, and I/O.

Other options with Arduino

There are also other possible Arduino configurations. As you can purchase a chip
that has the Arduino processor and Boot ROM configuration, you can build a custom
Arduino configuration. The http://www.instructables.com/id/Paperduino-20-
with-Circuit-Scribe/ website even shows you how to print your own Arduino
circuit on paper.

[14]
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Powering up Arduino

There is nothing as exciting as ordering and finally receiving a new piece of
hardware; yet, things can go poorly even in the first few minutes. This chapter will
hopefully help you avoid the pitfalls that normally accompany unpacking and
configuring your Arduino. We'll step through the process, answer many of the
different questions you might have, and help you understand what is going on. If
you don't get through this chapter, you'll not be successful at any of the others, and
your HW will go unused, which would be a real tragedy. So, let's get started.

One of the most challenging aspects of writing this guide is to decide to what level I

should describe each step. Some of you are beginners, others may have some limited
experience, and others will know significantly more in some of these areas. I'll try to

be brief but still detail the steps to take in order to be successful.

The items you'll need for this chapter's projects are as follows:

* An Arduino
* A USB cable to go between your Arduino and the host computer

* A host computer running a Windows, Mac, or Linux operating system

Unveiling your Arduino

Before plugging anything in, inspect the board for any issues that might have
occurred during shipping. This is normally not a problem, but it is always good to
do a quick visual inspection. You should also acquaint yourself with the different
connections on the board. In the following image, the connections on the board are
labelled for your information:

ICSP interface

TTaY
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The Arduino Mega is very similar; it just has more I/ O pins. However, the FLORA is
a bit different. The following image shows the connections:

Connecting to Arduino

Before you connect the board, download the appropriate SW for your computer
(Windows, Mac, or Linux from http://arduino.cc/en/main/software#.UxoUA_
1duvs). Install the SW by following the instructions for your board and operating
system. This will also install the drivers for the board. Then, connect the board to the
computer. To do this, you'll need to go through the USB-client connection. This is
achieved by performing the following steps:

1. Connect the USB connector end of the cable to the board.
2. Connect the other end of the USB connector to the USB port of the PC.
When you plug the board in, the PWR LED should constantly be green. The

following image shows the location of the LED so that you're certain which
one to look for:

[16]


http://arduino.cc/en/main/software#.UxoUA_ldUvs
http://arduino.cc/en/main/software#.UxoUA_ldUvs

Chapter 1

The Arduino Uno is also preloaded with a simple blink program; the yellow LED
should also be turning on and off every second. The Mega will look very similar to
the Arduino Uno.

Installing the FLORA IDE

If you are using the FLORA Arduino, you should get your Arduino IDE from
http://learn.adafruit.com/getting-started-with-flora/download-

software. Unzip the file and place it in a directory where you can get to it later.
Then, use the USB cable to connect the device to the computer. When the device is
connected, it should look like the following image when powered on:

PR () () )RS,
lo\olol':?
| e e

Don't worry yet about the blinking red LED; I'll explain this in Chapter 2, Getting
Started with the Arduino IDE.

Summary

Congratulations! You've completed the first stage of your journey. If you haven't
purchased your Arduino yet, feel free to go out and start your Arduino experience.
If you have, you should have your Arduino up and working. No gathering dust in
the bin for this piece of hardware. It is now ready to start connecting to all sorts of
interesting devices in all sorts of interesting ways.

Your system has lots of capabilities. Your next step will be learning how to bring
up the Arduino IDE so that you can start doing all sorts of amazing things with
your Arduino.

[17]
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Getting Started with the
Arduino IDE

Now that you have Arduino connected to power, you are ready to start the IDE. In
this chapter, I'll start by covering how to use the IDE in Windows. Then, I'll cover
any specific change you might need to make if you are using a Mac.

For this chapter, the objectives are as follows:

* Load and configure the Arduino IDE

* Download and run a simple example program

As discussed previously, Arduino comes in many flavors and there are too many to
include an example for each one. Sometimes, individual boards will need a special
version of the IDE. This book will focus primarily on Uno, perhaps the most popular
of Arduino variants. Here and there I'll also throw in an example or two from Mega
and one of the small Arduino form factors, FLORA. There are two versions of the
IDE: 1.0.x and 1.5.x. Most of your work will be done with 1.0.x, but I'll show you
when to use 1.5.x for some newer versions of Arduino. You don't need a board to
experiment with the IDE, but it will make much more sense if you have one.

Using a Windows machine to develop
with Arduino

If you are using a newer version of Microsoft Windows and the Arduino Uno, when
you plug Arduino into the system, it will automatically try to install the drivers.

If the device fails to install, you may have to tell it where the drivers are. You will
know when this happens —you will be prompted with an error message saying
Device driver software was not successfully installed. If you get this error, follow
the directions at http://Arduino.cc/en/Guide/Windows# . UxoWXP1dUvt.


http://Arduino.cc/en/Guide/Windows#.UxoWXPldUvt

Getting Started with the Arduino IDE

When your drivers are installed, you should see the following device when you
navigate to Start Menu | Devices and Printers:

4 Unspecified (1)

Arduino Uno
(COM23)

In this case, the device is connected to COM port 23. Note down the COM port
Arduino is connected to as you'll need that in a minute. If you are using an Apple
Mac or Linux machine, follow the instructions at arduino.cc/en/Guide/MacOsX for
Mac and playground.arduino.cc/Learning/Linux for Linux on how to determine
your USB port connection.

Running the IDE for Uno

Now that the device is installed, you can run the IDE. Select the IDE icon that should
have been installed on the desktop as shown in the following screenshot:

0,0)

td

Arduino
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When you select this icon, the IDE should start and you should see something like
the following screenshot:

~

sketch_mar07a | Arduino 1.0.5 o @] = |

File Edit Sketch Tools Help

sketch_mard7a

This is the environment you will use to develop your applications. The IDE will then
make it easy to compile the code, upload it to the device, and run it.
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Setting the IDE to your board

First, you'll need to set the IDE to create code for the proper processor because
different Arduino boards have slightly different hardware configurations.
Fortunately, the IDE lets you set that by choosing the correct board. To do this,
navigate to Tools | Board | Arduino Uno as shown in the following screenshot:

sketch_mar07a | Arduinc 105 = =R SN

File Edit Sketch [Tools| Help
Auto Format Ctrl+T
Archive Sketch

sketch_marl7a
Fix Encoding & Reload
Serial Monitor Ctrl+Shift+M
Board *| @ | Arduino Uno
Serial Port 4 Arduino Duemilanove w/ ATmega328
Arduino Diecimila or Duemilanove w/ ATmegal68

Programmer 4

Arduino Nano w/ ATmega328
Arduino Nano w/ ATmegal68
Arduino Mega 2560 or Mega ADK
Arduino Mega (ATmegal280)
Arduino Leonardo

Arduino Esplora

Arduino Micro

Arduino Mini w/ ATmega328
Arduino Mini w/ ATmegal68
Arduino Ethernet

Arduino Fio

Arduino BT w/ ATmega328
Arduino BT w/ ATmegal68
LilyPad Arduino USB

LilvPad Arduino w/ ATmega328

Burn Bootloader
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Selecting the proper COM port

The next step is to select the proper COM port. To do this, navigate to Tools | Serial
Port | COM23 (the port you noted earlier), as shown in the following screenshot:

00 BRH
sketch_marl7a

sketch_mar07a | Arduino 1.0.5

File Edit Sketch Help

[E=8Eol =%~
Auto Format Ctrl+T
Archive Sketch [~
Fix Encoding & Reload
Serial Monitor Ctrl+5Shift+M
Board 4
Serial Port > coM1

, v Ccom23

Programmer

Burn Bootloader

The IDE should now indicate that you are using the Arduino Uno on COM23 in the
lower-right corner of the IDE, as seen in the preceding screenshot.

Opening and uploading a file to Arduino

Now you can open and upload a simple example file. It is called the Blink
application. It has already been written for you, so you won't need to do any coding.
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To get a Blink application, perform the following steps:

1. Navigate to File | Examples | 01.Basics | Blink as shown in the
following screenshot:

3

4

4

L4

»

sketch_mar07a | Arduino 1.0.5 |—||?|!T| |
Edit Sketch Tools Help O Basics
02 Digital
New Cirl+N 03.Analog
Open... Crl+0 04.Communication
Sketchbook ' 05.Control
Examples ' 06.Sensars
Close Ctrl+W 07.Display
Save Ctrl+5 08.5trings
Save As... Ctrl+Shift+S 09.USB
Upload Ctrl+U 10.Starterkit
Upload Using Programmer Ctrl+5Shift+U ArduinoISP
Page Setup CUSITP | GafruitServoDriver
Print Ctrl+P [TDB02update
Preferences Ctrl+Comma LCDA4884
UTFT
Quit Ctrl+Q UTouch

AnalogReadSerial
BareMinimum

Blink
DigitalReadSerial
Fade
ReadAnalogVoltage

2. You should then see the Blink code in the IDE window:

Blink | Arduino 1.0.5 =N e ES
File Edit Sketch Tools Help

Elink

Turns on an LED on for one second, then off for one second, rep

This example code is in the public domain.

=

/¢ Pin 13 has an LED connected on most Arduino boards.
/f give it a name:
int led = 13;

/4 the setup routine runs once when you press reset:
wolid setup() {
/4 initialize the digital pin as an output.
pinMode (led, OUTPUT):
}

f# the loop routine runs over and over again forever:
N PR T

4 1

Arduing

11
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3. Select the Upload button as shown in the following screenshot:

Blink | Arduino 1.0.5 oo

File Edit Sketch Tools Help

Upload /

button

on for one second, then off for one second, rer

s exauple code is in the public domain,

Arduine

4. Once you have uploaded the file, it will give you an indication in the
lower-left corner of the IDE display that the file has been uploaded:

Blink | Arduino 1.0.5 = o x|

File Edit Sketch Tools Help

Blink

%
Elink

Turns on an LED on for one second, then off for one second, rep|

This example code iz in the public domain.
=

m

4/ Pin 13 has an LED comnected on most Arduino boards.
// give it a name:
int led = 13;

/4 the setup routine runs once when ¥ou Press resst:
void setup () {

// initialize the digital pin as an output. b
pinfiode (led, OUTPUT);
}

4/ the loop routine runs over and over again forewer:
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5. When the program is uploaded, it will automatically start running and the
orange LED on the Arduino Uno will blink:

You have now successfully uploaded your first code to your Arduino!

Running the IDE for Mega

If you are using Mega, it will be very similar. Connecting the unit via USB and then
navigating to Start Menu | Devices and Printers will show the following device:

4 Unspecified (1)

Arduino Mega
2560 (COM24)

Note that in this case, Mega is connected to COM port 24. The port that Arduino will
be connected to is selected by the computer and is not the same for all Arduinos. The
only difference between the instructions for using Mega and Uno is that you will
need to set the correct board type for Mega. To do this, navigate to Tools | Board |
Arduino Mega 2560 or Mega ADK as shown in the following screenshot:
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sketch_mar07a | Arduino 1.0.5 o -E s
File Edit Sketch Help

Auto Format Ctrl+T
Archive Sketch
Fix Encoding & Reload

sketch_marl7a

Serial Monitor Ctrl+Shift+M
Board H @  Arduino Uno
Serial Port 4 Arduino Duemilanove w/ ATmega328
Arduino Diecimila or Duemilanove w/ ATmegal6d
Programmer 4

Arduino Mano w/ ATmega328
Arduino Nano w/ ATmegal68
Arduino Mega 2560 or Mega ADK
Arduino Mega (ATmegal280)
Arduino Leonardo

Arduino Esplora

Burn Bootloader

Arduino Micro

Arduino Mini w/ ATmega328
Arduino Mini w/ ATmegal68
Arduino Ethernet

Arduino Fio

Arduino BT w/ ATmega328
Arduino BT w/ ATmegal68
LilyPad Arduino USB

LilvPad Arduino w/ ATmeaqa328

If you have a different COM port number, make sure you set that by navigating to
Tools | Serial Port. You can now upload the Blink code, and the orange LED should
be blinking on Mega.

Running the IDE for the Adafruit FLORA

When connecting the FLORA device, you'll need to have the Adafruit version of
the IDE installed. You can download this from learn.adafruit.com/getting-
started-with-flora/download-software. Follow the directions on this site to
download and install the IDE. Since the FLORA device is not standard Arduino,
this will add another selection to the Board type for the Arduino IDE.

[27]
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Installing the Adafruit drivers

When plugging in the device, if it fails to install, you may have to tell it where to find
the drivers. You will know if this happens —you will get an error message saying
Device driver software was not successfully installed. If you get this error, follow
the directions at http://Arduino.cc/en/Guide/Windows# . UxoWXP1dUvt; only
point your driver to the directory from where you downloaded the Adafruit IDE.
For example, in my case, I am running 64 bit Windows, so I will select windows as
shown in the following screenshot:

Browse For Folder &3

Select the folder that contains drivers for your hardware.

4 windows
drivers

examples

m

hardware

java

lib

libraries

reference

tools
Autodesk
BEB Book

Folder: ~ drivers

| oK || Cancel |

It will probably complain about an unsigned driver, but accept the driver anyway.
In the end, you should be able to see the FLORA device when you navigate to
Start Menu | Devices and Printers as shown in the following screenshot:

4 Devices (6)

l:?;"“}
‘ 25

Adafruit Flora
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When you select this device and look at its properties, you should see something like

the following screenshot:

«_ Adafruit Flora Properties

General | Hardware

el

Adafruit Flora
_—

Device Functions:

Name

"7 Adafiuit Flora (COM25)
= HID Keyboard Device
¥ HID-compliant mouse
§ USB Composite Device
EFJUSB Input Device

Type

Ports (COM& L.
Keyboards
Mice and other
Universal Seri
Human Interfac...

Device Function Summary

Manufacturer:  Adafruit Industries LLC

Device status:  This device is working properly.

Location: (0000.001d.0002.002.000.000.000.000.000

OK

Cancel I Apply

Note the device COM port; in this case, it is COM25. Now, you should open the
Adafruit Arduino IDE by going to the directory where you unzipped the files and
select the Arduino IDE. Just a note, since I often use both types of Arduino devices,
I have a separate directory for the standard Arduino IDE and a different location
for the Adafruit Arduino IDE. To open the Adafruit Arduino IDE, I go to the file

browser and select the Arduino IDE executable:

Name

drivers
examples
hardware
java
lib
libraries
reference
tools
arduino.exe
cyof S - -
Date created: 3/7/2014 3:58 PM
% €Y9 Size: 840 KB
= libusb0.dll

revisions.txt
4 rxtxSerial.dll

Date modified

/17/2013 11:26 PM
5/17/2013 11:24 PM
/2013 11:24 PM
5/17/2013 11:24 PM
5/17/2013 11:24 PM
5/17/2013 11:24 PM

Type

File folder
File folder
File folder
File folder
File folder
File folder
File folder
File folder

Application

Application extens...

Application extens...

Text Document

Application extens...

Application extens...
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Selecting the Adafruit boards

The Arduino IDE should start and look very much like it did for Arduino Uno or
Mega. However, when you select board by going to Tools | Board, you should see
four new selections at the bottom:

sketch_mar07a | Arduino 1.0.5
File Edit Sketch

Auto Format
Archive Sketch

Help
Ctrl+T

et rareia Fix Encoding & Reload Arduino Uno
Serial Monitor Ctrl+Shift+M Arduino Duemilanove w/ ATmega328
Arduino Diecimila or Duemilanove w/ ATmegal68
Board ki Arduino Nano w/ ATmega328
Serial Port g Arduino Nano w/ ATmegal68
Programmer N Arduino Mega 2560 or Mega ADK
Burn Bootloader Arduino Mega (ATmegal280)

Arduino Leonardo

Arduino Esplora

Arduino Micro

Arduino Mini w/ ATmega328

Arduino Mini w/ ATmegal68

Arduino Ethernet

Arduino Fio

Arduino BT w/ ATmega328

Arduino BT w/ ATmegal68

LilyPad Arduino USB

LilyPad Arduino w/ ATmega328

LilyPad Arduino w/ ATmegal68

Arduino Pro or Pro Mini (5V, 16 MHz) w/ ATmega328
Arduino Pro or Pro Mini (5V, 16 MHz) w/ ATmegal68
Arduino Pro or Pro Mini (3.3V, 8 MHz) w/ ATmega328
Arduino Pro or Pro Mini (3.3V, 8 MHz) w/ ATmegal68
Arduino NG or older w/ ATmegal6d

Arduino NG or older w/ ATmega8

Arduino Robot Control

Arduino Robot Motor

Adafruit Flora

Adafruit Gemma 8MHz

Adafruit Trinket 8MHz

Adafruit Trinket 16MHz

Adatit Floral

Selecting the COM port

Now that your board is selected, you'll need to select the COM port. Do this by
navigating to Tools | Serial Port | COM25 as shown in the following screenshot:
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sketch_mar07a | Arduino 1.0.5 = O ==

File Edit Sketch Help

oo Auto Format Ctrl+T
Archive Sketch

sketch_marD7a v
Fix Encoding & Reload
Serial Monitor Ctrl+Shift+M
Board 4
Serial Port o COM1
COM25

Programmer

Burn Bootloader

Adatit Fla

Coding an LED flash on the FLORA

Now you should be able to upload a file. You can't use the earlier Blink example as
we don't have the same I/O pins. So, type the following code into the IDE interface:

// Pin D7 has an LED connected on FLORA.
// give it a name:
int led = 7;
// the setup routine runs once when you press RESET:
void setup()
// initialize the digital pin as an output.
pinMode (led, OUTPUT) ;
}
// the loop routine runs over and over again forever:
void loop()

digitalWrite(led, HIGH) ; // turn the LED on

delay (100) ; // wait for a second
digitalWrite(led, LOW) ; // turn the LED off
delay (1000) ; // wait for a second
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Downloading the example code
M You can download the example code files for all the Packt books you
Q have purchased from your account at http: //www.packtpub.com.
If you purchased this book elsewhere, you can visit http: //www.
packtpub.com/support and register to have the files e-mailed to you.

Don't worry about specific code details yet, but this code will flash the LED on
FLORA. Upload the code by clicking on the Upload button as follows:

sketch_mar07a | Arduino 1.0.5
File Edit Sketch Tools Help

B=% Fof 5=

Upload
button

W D7

ted on FLORA.

int led = 7:

/# the setup rm
void setup () {

initialize the

utine runs once when you press reset:

digital pin as an output.

pinMode(led, OUTPUT);

\ d loopi() {

100) ;
digitalWrite(led, LOW):
delay(100)

the loop routine runs owver and over again

italllrice (led, HIGH):

forever:

f/ turn the LED on (HIGH is the wolta

scond
ff turn th

wait for a

» off by making the wvol
second

Adafiuit Flora on COM25

When you have uploaded the file, you should get an indication in the lower-left
corner of the IDE. Now the red LED should be flashing much faster. You can change

the delay (1000) value and see different flash timing.
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Using a Mac to develop using Arduino

Using a Mac or a Windows machine is absolutely fine; however, you'll just need to
follow a couple of different steps. First, as noted earlier, download and install the
Mac software from http://Arduino.cc/en/guide/macOSX# .Uxpobf1dVvHI. When
you plug in your Arduino Uno or Mega, the system will recognize it and establish a
connection. The green power LED should turn on. Now, open the Arduino IDE and
select the proper board as shown previously.

You will also need to select the serial port. When you navigate to the Tools | Serial
Port, you should see the following screenshot:

Sketch Help

Auto Format BT
Archive Sketch

Fix Encoding & Reload
Serial Monitor 4 3#8M

sketch_marl0a | Arduino 1.0.

Board »
fdev/ty.usbmodem1a21
fdevjcu.usbmodemla2l

Programmer >

fdev/tty.Bluetooth-PDA-Sync
fdev/cu.Bluetooth-PDA-Sync
[dev/tty.Bluetooth-Modem
fdev/cu.Bluetooth-Modem

Burn Bootloader

Select the option that begins with tty.usbmodem. You may need to remove Arduino
to see if you have other devices connected to the port and how this selection changes
to identify which port is connected to Arduino. You'll then be connected to the
device. You should now be able to open the Blink example, run the code, and see the
orange LED flash.

If you are using FLORA, Gemma, or Trinket, you'll need to go to https://learn.
adafruit.com/getting-started-with-flora/download-software and follow
the instructions to download and install the SW. Then, go to Tools | Serial Port as
shown earlier for Arduino Uno and Mega.
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Summary

You've completed the next stage of your journey. You have your Arduino up and
talking to your external computer and you know how to connect to the IDE to
develop code. Your next step will be to learn some programming basics so that you
can start doing all sorts of amazing things with your Arduino. You'll be able to build
robots that can move and sense their environment.
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Simple Programming
Concepts Using the
Arduino IDE

Now that you have downloaded, installed, and initiated the Arduino IDE, in this
chapter, you'll learn some basic programming concepts. If you are already comfortable
with programming, especially the C programming language, you can skip this chapter.
If you're not, or need a quick review, this chapter discusses some simple programming
examples on how to program Arduino. At the end of the chapter, I'll cover additional
important programming constructs.

To get started, open your Arduino IDE and make sure your Arduino is connected to
your development environment via its USB cable. You may want to open and run
the Blink example from Chapter 2, Getting Started with the Arduino IDE. When you
have uploaded the file successfully, the IDE should tell you by displaying Done
uploading in the lower-left corner of the IDE.

The program should also be running on Arduino and the orange LED blinking. If all
of this seems clear and natural, you may consider skipping this chapter. If, however,
this all feels new to you, welcome to Chapter 3, Simple Programming Concepts Using
the Arduino IDE! In this chapter, you'll learn about creating, editing, and running
programs on Arduino.
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Creating, editing, and saving files on
Arduino

You know how to start the IDE, but you've not been introduced to all the available
functionalities. So let's take a quick tour of the IDE. Again, here is what the IDE
should look like when you first start it up:

sketch_marl1a | Arduino 1.05 o) ]

File Edit Sketch Tools Help

00 BEEH 2]
sketch_marlia u

-

=
< »
|

Note that at the top of the IDE, there are five topic menus: File, Edit, Sketch, Tools,
and Help. Each of these tabs holds a set of functionalities that you'll need. If you
select the File tab, you should see the following screenshot:

D sketch marl7a | Arduino 105 =% EoR =
File] Edlit Skelch Tools Help
New Crl+N 32
Open.. Ctrl=0 o
Sketchbook
Examples I .
Close Cirl+W
Save Ctri+5
Save As.. Cirl=5hift+5
Upload Cul+U

Upload Using Programmer  Clrl s Shaft+U

Page Setup Ctrl +Shift+P
Pring Cirl+P
Preferences Crl+ Comma
Quit Curl=Q
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These selections let you create, open, upload, and print files in the Arduino IDE.
Once you click on File, you will get the following options:

New: This is straightforward; you use this if you want to create a new file.

Open...: This is equally clear; select this if you want to open a file that you
created earlier.

Sketchbook: This is probably a new term, one with which you are not
familiar. Arduino programs are called sketches, and Sketchbook keeps track
of sketches you have created. You'll also find sketches placed there if you
have downloaded libraries associated with additional HW shields you may
have purchased.

Examples: This selection has a treasure trove of example programs created
by the Arduino community. The IDE comes with a number of basic
examples, but as an additional functionality associated with HW, others can
place examples there as well. Chapter 4, Accessing the GPIO Pins, will cover
this in more detail.

Close: This is self-explanatory; it will close the open sketch.

Save and Save As...: These allow you to save a sketch to a file. Generally,
these will be appended with the . ino extension to differentiate them from
other files.

Upload: You've already used the Upload menu; it has the same function as
clicking the Upload button directly on the IDE. This will compile and send
your code to your Arduino.

Upload Using Programmer: This is used only when you want an external
programmer to upload code to Arduino. This is sometimes used when you
have access to an external programmer and don't want to use the Arduino
bootloader. To know more about this case, visit http://Arduino.cc/en/
Hacking/Programmer#.Uyhr IUXdNp.

Page Setup and Print: These allow you to set up and print your sketch.

Preferences: This brings up a set of selections to set defaults, including where
to store your sketches, the default language, and other settings that you
normally don't need to change.
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If you click on the Edit tab, you will see the following options:

sketch_marl8a | Arduino 1.0.5 = o
File Sketch Tools Help
Undo Cirl+Z
o Redo Cirl+Y
Cut Ctrl+X -
Copy Ctrl+C
Copy for Forum Ctrl+Shift+C
Copy as HTML Ctrl+Alt+C
Paste Ctrl+V
Select All Ctrl+A

Comment/Uncomment Ctrl+Slash

Increase Indent Ctrl+Close Bracket

Decrease Indent Ctrl+Open Bracket

Find... Ctrl+F

Find Next Ctrl+G

Find Previous Ctrl+Shift+G ol
< Use Selection For Find Ctrl+E 3

Arduing

I'll not cover each of these options in detail; they are standard edit-type commands. If
you click on the Sketch tab, you should see the following screenshot:

sketch_mar18a | Arduino 1.0.5 o ==
File Edit |Sketch| Tools Help
Verify / Compile Ctrl+R
sketch_t Show Sketch Folder Ctrl+K
Add File... -
Import Library... 4
] »
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Under the Sketch tab, you will get the following options:

* Verify / Compile: This allows you to compile and verify your code. This
checks whether your code can actually be turned into a program that can be

run on Arduino before you try and upload it to the hardware.

* Show Sketch Folder: This will open a window that shows all of the sketches
in the default directory.

* Add File...: This allows you to add a file to your sketch. Now that may seem
odd because you may have assumed that a sketch is a file. But a sketch can
contain code that is not just in one file but in several files. We will cover this
feature later in the chapter.

* Import Library...: This is an important option as it allows you to bring in
code capabilities that someone else developed; often this is associated with
additional hardware that you want to access. Arduino already comes with
a large number of functions that you have access to. You don't have to write
these sets of code because they are available for you to simply call. You can also
add to this set of functionalities by importing additional libraries. Additional
HW normally comes with code libraries that provide access to its features.
Instead of having to cut and paste this code into your code window or add the
files to your sketch, importing these files as libraries allows you to access the
functionalities as if they were in files already associated with your sketch.

The next menu is the Tools tab. When you click on it, you should see the

following screenshot:

sketch_marl8a | Arduino 1.0.5
File Edit Sketch Help

00 BB

sketch_mariga

Auto Format

Archive Sketch

Fix Encoding & Reload
Serial Monitor

Board
Serial Port

Programmer

Burn Bootloader

[E=1 ol ==

Ctrl+T

Ctrl+Shift+M

>

3

>

-]

-
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You've already used the Board and Serial Port selections. The other choices under
the Tools tab are as follows:

* Auto Format: This automatically formats the code in the current sketch,
placing indents where it thinks they should be.

* Archive Sketch: This takes the sketch and file associated with it and places
themin a . zip file in the same directory.

* Fix Encoding & Reload: This will sometimes clean up files that are encoded
with characters that can't be displayed correctly.

* Serial Monitor: This opens a serial connection between you and Arduino.
You can use this to communicate with the board via a USB connection
that acts like a serial port. You'll need to have the serial communication
commands in your code.

* Programmer and Burn Bootloader: These allow you to access an Arduino
system without the bootloader. However, since you won't be requiring these,
we'll not cover them here.

The last menu, Help, provides help selections. It's simple and self-explanatory, so
you can explore the help system on your own. Now that you know your way around
the IDE, you can start programming your Arduino.

Basic C programming on Arduino

In this section, you'll learn about the C programming language, the language
supported by the Arduino IDE. In this section, we are going to cover some basic
concepts. If you are new to programming, there are a number of different websites that
provide tutorials. If you'd like to practice some of the basic programming concepts in
C, try www. cprogramming. com/tutorial.html or http://www.learn-c.org/.

In this section, we'll cover how to create a basic sketch. We'll also cover how to enter
some C code, compile the code, and upload the code to your Arduino.
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To open a new sketch from the IDE that contains the minimum basic code, navigate
to File | Examples | 01.Basics | BareMinimum. You should now see this in your
sketch as shown in the following screenshot:

BareMinimum | Arduino 1.0.5 E@

File Edit Sketch Tools Help

BareMinirum

oid setup() { ~
/4 put your setup code here, to run once:

}

void loopi() {
/4 put your main code here, to run repeatedly:

This basic sketch provides two functions; a function is simply an organized set of
instructions that Arduino will execute. When Arduino is powered on, it begins

to execute a list of instructions one by one. These start in the bootloader that
configures everything and gets Arduino to a state that you can use it. Once Arduino
has completed executing the bootloader, it looks for the setup () function. In this
function, you will specify any additional setup activity that you need Arduino to do.
Arduino will then move to the 1loop () function and begin executing the statements
there. This 1oop () function will be run not once, but over and over again until the
power is turned off.
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Now that you have context, you can actually start writing some code in the setup ()
and loop () functions. Start by putting something in the setup () function. Change
the setup () function to look like the code in the following screenshot:

BareMinimum | Arduino 1.0.5 E\@

File Edit Sketch Tools Help

BareMinimum &

int led = 13;

woid setwp () {
/7 put your setup code here, Lo run once:
pinMode {led, OUTPUT);
}
woid loop() {
A4 put your main code here, to run repeatedly:

Arduine Uno an

There are two changes that should have been made. The first change is adding the
int led = 13; statement. This statement sets up a storage location in the memory
named led and puts the value 13 into this variable. Since this variable is declared
outside of any function, it is a global variable. Global variables are available to all
functions. This particular variable will hold the value of the output pin that will
light up your LED. Note that you need to declare the type of variable that tells
Arduino how big a storage location to set aside for the variable. There are many
types available but you'll use just a few; int for the value that has no decimal, float
for values that have a decimal, char for character variables, and bool for values that
are just true or false. The second change is adding the pinMode (1ed, OUTPUT) ;
statement. This statement calls the pinMode function and passes 1ed and OUTPUT to
the values in the function's argument.
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Now you might be a bit confused because the pinMode (1ed, OUTPUT) function is
nowhere to be found in your code. This is a library function provided by the Arduino
system. This particular function takes two arguments: the value of the pin to be set
and the INPUT or OUTPUT state. In this case, you want pin 13 (the value stored in
LED) to be an OUTPUT. The GPIO pin on Arduino can be configured as input or
output, that is, they can either accept or send a signal.

Now you can compile and verify your code. However, save your code under the
file name first. To do this, click on File and then click on Save As.... This will open
a dialog window, enter first, and then click on Save. Your IDE should now look
something like this:

first | Arduino 1.0.5 E\@

File Edit Sketch Tools Help

00 BEA o]
~

first

int led = 13;

woid setup() {

A4 put your setup code here, to run once:
pinMode{led, OUTEUT):
}

woid loop() {
/4 put your main code here, to run repeatedly:

Arduine Uno on ©
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Now compile and verify your code, just to make sure you've typed in everything
correctly. To do this, navigate to Sketch | Verify / Compile, as shown in the
following screenshot:

first | Arduino 1.0.5 =
File Edit |Sketch| Tools Help
Verify / Compile Ctrl+R

first Show Sketch Folder Ctrl+K
Add File... -
int led Import Library... b

void setup() {

A4 put your setup code here, to run once:
pinMode {led, OUTPUT);
i

woid loop () {
44 put your main code here, To run repeatedly:

You should see something like this:

first | Arduino 1.05 =N EcE =%

File Edit Sketch Tools Help

int led = 13;

void setup() {
A put your setup code here, to run once:
pinMode (led, OUTPUT):
+
woid loop() {
A4 put your main code here, to run repeatedly:
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When the compile is complete, you should see something like the
following screenshot:

first | Arduino 105 =N R

File Edit Sketch Tools Help

first

I

int led = 13;

void setup () {

A4 put your setup code here, to run once:
pinMode {led, OUTPUT);
+

void loop () {

A4 put your main code here, to run repeatedly:

You could also upload and run your program, but it won't do anything yet, as you
have not added enough functionality. You've only defined pin 13 (the one connected
to the LED) as OUTPUT. To actually see something on your Arduino, you'll need to

add some code to the 1oop () function. Now add the code shown in the following
screenshot to the 1oop () function:

first | Arduino 1.05 o -2 =

File Edit Sketch Tools Help

first§

I

int led = 137

wvoid setup() {

/4 put your setup code here, to run once:
pinkode {led, OUTPIT) ;
*

woid loop () {
/4 put your main code here, to run repeatedly:
digitallrite (led, HIGH) ;|

*
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You have added the digitalWrite (led, HIGH) ; statement to your loop. This is
another function that is available from the standard Arduino library. This will, each
time through the loop, tell the pin 13 (defined with the pinMode (1ed, OUTPUT) ;
statement) to go high or low. Save your file, and this time you can compile and upload
your code by navigating to File | Upload. You can also use the Upload button.

This selection will compile your code and upload it to Arduino. If everything went as
it should, your Arduino's orange LED should be solidly lit. Now, you can add a bit
more code to make it blink. Change your code and add the following lines of code to
the 1oop () function:

first | Arduino 1.0.5 =N ECE )
File Edit Sketch Tools Help
OO0 BEA
first& |~ |
-
int led = 13;
wvoid setup () {

F# put your setup code here, To run once:
pinMode (led, OUTEUT):
'

woid loop ()
44 put your main code here, to run cepeatedly:
digitalWrite(led, HIGH):
delayilooo);
digitalllrite{led, LOW):
| delay(l00d) ;
i

Binary sketch size: 1,084 bytes (of a 32,256 byte maximum)

The delay (1000) ; function is another function that is provided by the standard
Arduino library and this pauses the program for 1000 msec (there are a 1000 msec

in a second). The digitalWrite (led, LOW); function then writes a 0 to the output
pin, which should turn the LED off. The delay (1000) ; function pauses the program
again. The 1000 in the parentheses is an excellent example of an argument that

you pass to a function. In this case, each time you call the delay () function you
send it a number that tells it how long to pause. This 1oop () function will be called
continually, so this should turn the LED on and off. Upload this code as you did the
last time, and you will now see the orange LED flash on and off.
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It might be helpful to show you what happens when you make a mistake. If I type
Lo instead of Low in the second digitalWrite (led, LO); function and tried the
upload, I would see something like the following screenshot:

first | Arduino 1.05 =N R

File Edit Sketch Tools Help

00 BEA
|~

first

-

int led = 137

woid setup () {

A4 put your setup code here, To run once:
pinMode (led, OUTPUT):
+

void loop() {
44 put your main code here, to run repeatedly:
digitalWrite(led, HIGH);
delay(1000) 2
digitaliriteiled, LOJ;
delay (1000) ;

Arduine Uno an

. Note that the yellow band shows me the line I mistyped, and tells me:
% 'LO' was not declared in this scope. Misspellings are one of the biggest
/e~ reasons why your code might not compile, so check your spellings
when you see something like this.

You now know the details behind your first sketch! Play with different values of the
argument in the delay (1000) function, and your LED should flash at different rates.

Basic programming constructs on
Arduino

Now that you know how to enter and run a simple C program on Arduino, let's look
at some additional programming constructs. Specifically, you'll see what to do when
you want to decide between two instructions to execute and how to execute a set of
instructions a number of times.
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The if statement

As you have seen, your programs normally start with the first line of code and then
continue executing the next line until your program runs out of code. This is fine, but
what if you want to decide between two different courses of action? We can do this
in C using an if statement. The following screenshot shows some example code:

first | Arduino 1.05 ] - ]

File Edit Sketch Tools Help

int led = 13;
int whichLED = 1;

woid setup() {

A4 put your setup code here, to run once
pinflode (led, OUTIPUT):
¥

woid loop() {

£ put your main code here, to run repeatedly:

if (whichLED == 1)

I3
digitallrite{led, HIGH):
delsay(l00)
digitalllrite (led, LOW);
delay(l00) s
whichLED = 0;

B

else

s
digitallrite{led, HIGH);
delay(l000) ;
digitallirite(led, LOW);
Gelay(l000)

whichLED = 1:

You'll need to make several changes this time. The first is to add another global
variable, int whichLED = 1; at the top of your program. Then, you'll need to add
several statements to your loop () function. The line-by-line details are as follows:
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* if (whichLED == 1):Thisis the if statement. The if statement evaluates
the expression inside the parentheses. This is the check statement. If it is true,
it executes the next statement or a set of statements enclosed by {}. Note that
we use the == operator instead of a single = operator. A single = operator in C
is the assignment operator, which means the storage location on the right is
assigned the value on the left. The == operator is a comparison operator, and
returns true if the two values are equal and false if they are not.

* {: This begins the set of statements the program will execute if the
comparison statement is true.

* digitalWrite(led, HIGH) ;: The four statements that turn the LED on
and off at a 100 msec rate are delay (100) ;, digitalWrite (led, LOW) ;,
delay(100) ;, and whichLED = 0;.The whichLED variable is assigned a
value of 0. This will make sure the next time through the loop it will execute
the else statement.

* }: This ends the set of statements that will be executed if the comparison
statement is true.

* else: This statement, which is optional, defines a statement or set of
statements that should be executed if the comparison statement is false.

* {: This begins the set of statements the program will execute if the
comparison statement returns false.

* digitalWrite(led, HIGH) ;: The four statements that turn the LED on
and off at a 1000 msec rate are delay (1000) ;, digitalWrite (led, LOW) ;,
delay(1000) ;, and whichLED=1;. The whichLED variable is assigned a
value of 1. This will make sure that next time it will execute the if statement
through the loop.

When you have this code typed in, you can upload it. When it is uploaded, you
should see a short flash of the LED, followed by a longer flash, much like a heartbeat.
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The for statement

Another useful construct is the for construct; it will allow us to execute a set of
statements over and over for a specific number of times. The following screenshot
shows an example using this construct:

first | Arduino 1.0.5 = B

File Edit Sketch Tools Help

int led = 13;

void setup() {

A4 put your setup code here, to run once:
pintode(led, OUTFUT);
i

woid loop() {

A4 put your main code here, to run repeatedly:

for (int i = 0; 1 < 5; i+)

1
digitalWrite(led, HIGH):
delay(lon);
digitalWrite(led, LOW):
delay(l00);

¥

for (int i = 0; 1 < 57 i+

{
digitalWrite(led, HIGH):
delay(l0O0)
digitalWrite(led, LOW):
delayilooo) ;

Binary sketch ¥ yte maximam)

Arduine Una on

The code in the preceding screenshot looks very similar to the code you've used
before, but we've added two examples of the for construct. Some details of the
loop () function are as follows:
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for (int i = 0; i < 5; i++): Thisloop consists of three elements.

The int i = 0; is the initializer statement. It is only done once when you
first execute the loop. In this case, the initializer statement creates a storage
location named i and puts the value of 0 in it. The second part of the loop
statement is the check statement. In this case, the check statementis i < 5.
If the statement is true, the loop executes. If it is false, the loop stops and the
program goes to the next statement after the for loop. The final part of the
for loop is a statement that is executed at the end of each loop. In this case,
the statement i++ simply means the processor will add one to the i value at
the end of each loop. This will be looped five times for i equals to 0, 1, 2, 3,
and 4. The check statement will fail when i equals 5 and the loop will stop.

{: This bracket defines the start of the statements that may be looped.

digitalWrite (led, HIGH) ;: The statements that will be executed each
time through the loop and flash the LED light quickly are delay (100) ;,
digitalWrite (led, LOW);,and delay(100) ;.

}: This ends the loop. When this statement is reached each time through the
loop, the loop statement is executed and the execution goes back to the top
of the loop, where the check statement is evaluated. If it is true, the statement
is executed again. If it is false, the loop stops and the statement following the
loop is executed.

for (int i = 0; i < 5; i++):Thisis another loop, just like the previous
one, except it flashes the LED for a long time. Just like the first loop, it is
executed five times.

{: This bracket defines the start of the statements that may be looped.

digitalWrite (led, HIGH) ;: The statements that will be executed each time
through the loop and will flash the LED light quickly are delay (1000) ;,
digitalWrite (led, LOW);,and delay(1000) ;.

}: This ends the loop.

Now you can upload the program and see that there are five long flashes of the
orange LED followed by five short flashes.
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Summary

In this chapter, you've learned how to interact with the Arduino IDE and create,
edit, upload, and run programs on Arduino. You have also been exposed to the C
programming language. If this is your first experience with programming, don't
be surprised if you are still uneasy with programing in general and the if and for
statements in particular. You probably felt just as uncomfortable with your first
introduction to the English language; you just may not remember it.

It is always a bit difficult to try new things. However, I will try to give you explicit
instructions on what to type so that you can be successful. There is one major
challenge when working with computers. They always do exactly what you tell them
to do and not necessarily what you want them to do. So, if you encounter problems,
check several times to make sure that your code matches the example exactly. In the
next chapter, you'll learn to access the GPIO pins to interface with the outside world.
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Now that you are familiar with the Arduino IDE and how to create, edit, and
upload a program, this chapter will now turn your focus to the HW. You'll get a
chance to learn how to connect to and access the capabilities of the general purpose
input/output (GPIO) pins from the SW. In this chapter, I'll start by explaining the
GPIO pins, what they can and can't do, and then show you how to make Arduino
access the outside world with the help of some very basic circuits and very simple
programming examples.

The GPIO capability of Arduino

Arduino was built to access the outside world. Much of that access is through the
GPIO pins. Each Arduino board has a different set of GPIO pins, so in this section, I'll
provide details on the GPIO pins available on the most common variant of Arduino:
Arduino Uno. Then, I'll also document the additional capability of the Arduino
Mega. Finally, I'll show the GPIO capability of a more limited Arduino:

Arduino FLORA.

First, let's focus on the Arduino Uno. As described in Chapter 1, Powering on Arduino,
the Arduino Uno comes with a set of 14 digital and six analog I/O pins, along with
some additional pins to provide power and serial I/O.



Accessing the GPIO Pins

Fortunately, the pins are actually well labeled on the board itself, as shown in the
following image:

The following table shows a list of pins that are available and a brief description

of what each pin can do, starting at the upper-right side of the board and going
clockwise. A more in-depth description of these pins will come later as you actually
use them in some example projects:

Arduino Pin  Description

AREF This pin provides a reference voltage for the analog inputs. The values on
the analog pins will be reported in reference to this voltage. You'll also use
this in some applications to provide a reference voltage for some sensing
devices. You can also provide an external reference value to this pin, which
means that the numerical values of the inputs will be scaled according to
the value supplied on this pin.

GND This pin provides a ground reference for the AREF pin.

Digital These 11 pins can be used to either read or write digital values. If defined

(PWM~) as an input, the value will be read as either 0 or 1 based on the voltage level

13/2 at the input. If defined as an output, the value will be set to either a 0 or

Digital TX->1

Digital RX->0

1 logic voltage level. (The actual voltage will depend on the voltage logic
level of your Arduino. Some are 5 V logic level, while others are 3.3 V
logic level.)

This pin and the RX pin next to it provide a serial interface that can be used
to communicate with other devices.

This pin and the TX pin next to it provide a serial interface that can be used
to communicate with other devices.
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Arduino Pin  Description

Analog IN These pins do double duty. Normally, they would be used as A/D inputs

A5/A0 to Arduino to read continuous voltage values and turn them into integer
values. However, they can also be used as digital I/ O, very similar to the
digital I/ O pins.

Power Vin You can power your Arduino from this pin. This can be especially useful
after you have uploaded your program; you can then disconnect the USB
port, and when you apply voltage to this pin, your Arduino will boot and
run the uploaded program. You can use a voltage value from 7 to 12 volts, so
a wide variety of DC power adapters or battery configurations can be used.

Power GND  This pin is the ground connection associated with the Power Vin connection.

Power GND  This is a ground connection normally associated with the Power 5 V and
Power 3.3 V outputs.

Power 5V This is a voltage output set to 5 V.

Power 3.3V  This is a voltage output set to 3.3 V.

RESET This pin will reset the processor, which will cause the program to be run
from the beginning.

IOREF This provides either a 3.3 V or 5 V reference, indicating the logic level of

the board.

The Mega provides a bit more from an I/O pin perspective. The following image
shows the Arduino board:

89SZ-AUZ861

ANALOG IN i
- N MTID N
CCCTCTTVOC
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You'll first notice that the pins on the left side of the Arduino Mega are labeled the
same as with the Arduino Uno. And they do have the same functionality. However,
you'll also notice some additional pins on the right side of the board. The following
table provides a brief explanation of the most useful pins, starting at the upper-right
side of the board and going clockwise:

Arduino Mega pin Description

Communication TX3/RX3/  These pins add three more serial I/O ports. Mega supports
TX2/RX2/TX1/RX1 four serial I/O ports.

SDA/SDL These pins support the 12C I/O port. This is a special

purpose communication that supports addressing, so you
can talk to more than one device.

Digital I/O pins 44-46 Additional digital I/O pins that can be used to either read
or write digital values. If input, the value will be read as
either a 0 or 1 based on the voltage level at the input. If
output, the value will be set to either a 0 or 1 logic voltage
level. (The actual voltage will depend on the voltage logic
level of your Arduino. Some are 5 V logic level, while
others are 3.3 V logic level.)

Digital 50-53 These pins provide an SPI interface, particularly useful
for video.
Analog In 6-15 These are additional analog DSP inputs that operate the

same as the A0 to A6 pins.

The FLORA, being a much smaller package, provides a different set of pins.
The following image shows the FLORA:

[56]




Chapter 4

The following table gives a description of the pins available, starting at the
upper-left side of the board just above the USB connector:

Arduino FLORA pin  Description

33V This is a voltage output set to 3.3 volts. There are two of these pins
available on the Arduino FLORA.

Digital I/O pins D10,  These pins can be used to either read or write digital values. If

D9, D6, D12 defined as an input, the value will be read as either a 0 or 1 based
on the voltage level at the input. If defined as an output, the value
will be set to either a 0 or 1 logic voltage level. The FLORA uses
3.3 Vforland 0V for0.

GND There are three GND pins on the FLORA. The one closest to the
white battery connector (the connector opposite the USB port) is
normally used as the ground connection from the battery. The
other two GND pins can be used for the digital I/O pins or the
3.3 V outputs.

VBATT You can power the Arduino FLORA from this pin. This can be
especially useful after you have uploaded your program; you
can then disconnect the USB port, and when you apply voltage
to this pin, your Arduino FLORA will boot and run the uploaded
program. You can use a voltage value from 7 to 16 volts, so a wide
variety of DC power adapters or battery configurations can be used.

Digital TX->1 This pin, and the RX pin next to it, provide a serial interface that
can be used to communicate with other devices.

Digital RX->0 This pin, and the TX pin next to it, provide a serial interface that
can be used to communicate with other devices.

SDA/SDL These pins support the I2C I/O port. This is a special purpose
communication that supports addressing, so you can talk to more
than one device.

The first external hardware connection

Now that you are aware of all of the GPIO capabilities, you can start putting them to
work. In order to do this, it is best to purchase a small breadboard and some jumper
wires; this will make connecting to the outside world easier.
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They are easy to find. You can purchase one at almost any electronics store or on
any online electronics site. The jumper wires you want are male-to-male solderless
jumper wires.

R These jumper cables plug easily into the header pins on the Arduino
~ Uno or Mega and the breadboard. If you are working with FLORA,
Q you will want to purchase some alligator clip style wires. These will
make connecting to FLORA easy.

There are also many starter kits which come with breadboards and jumper cables,
along with additional sensors and HW capabilities that you can use with your
Arduino board. There are too many to list here; simply search Arduino starter kits
on the Internet and you'll get an idea of the many choices. Just make sure they come
with a breadboard and male-to-male solderless jumper wires.

Your first project will use the digital I/O pins to light up an LED. To do this, you'll
need to gather two more hardware pieces. The first is a light emitting diode (LED).
This is a small part with two leads that lights up when voltage is applied to it. They
come in a wide variety of colors. If you want to buy them online, search for a 3 mm
LED. You can also get them at most electronics shops.

You'll also need a resistor to limit the current to the LED; a 220 ohm resister would
be the right size. Again, you can get them online or at most electronics shops.

If you get three LEDs and three resistors, you can exercise several of the digital
I/0O pins.

Now that you have all the bits and bobs, let's build our first hardware project.
Before you plug anything in, let's look at the breadboard for a moment so that you
can understand how you are going to use it to make connections. You'll be plugging
your wires into the holes on the breadboard. The holes on the breadboard are
connected in a unique way to make the connections you desire.

In the middle of the board, the holes are connected across the board. So, if you
plug in a wire, and another wire in the hole right next to it, these two wires will be
connected, as shown in the following image:
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A\l

Q

The two rows on each side of the board are generally designed to
provide power, so they are connected up and down.

So, let's place the electronic parts on the breadboard. Place the LEDs
so that one wire is on one side of the middle split of the breadboard.
The direction of the LED is important; make sure the longer of the two
wires is on the left side of the hole.

Now, place the resisters on the holes on one side. The direction of the
resistor does not make any difference, but make sure the second wire
lead is placed in the row of holes at the end of the board.

These will all be connected together, and will be connected to the GND of your
Arduino using one of the jumper cables, as shown in the following image:
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Finally, use jumper wires to connect the digital I/O pins 13, 12, and 11 to the holes
on the breadboard, as shown in the following image:

Now that the HW is configured correctly, you'll need to add code to activate the LEDs.

The Arduino IDE and LED code

To create the LED code, start the Arduino IDE. Then, recall the code you wrote in
Chapter 1, Powering on Arduino. The IDE should look like the following screenshot:

first | Arduino 1.0.5 E

File Edit Sketch Tools Help

_

-
int led = 13;

void setup () {

4/ put your setup code here, to run once:
pinMaode (led, OOTPOT) ;
}

void loop () {
44 put ¥our main code here, to run repeatedly:
digitalilrite (led, HIGH):
delay(1000) ;
digitalllrite (led, LOW):
delay(1000) ;

Arduine Uno on L
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In this code, setting led 13 lit the orange LED on the board. It turns out that the led
output pin 13 is also the connection to pin 13 on the connector of the Arduino Uno.
If you upload and run this program, the LED connected to pin 13 should flash at the
same rate as the LED on the Arduino Uno, as shown in the following image:

You'll need to add a similar bit of code to get the LEDs connected to pins 12 and 11.
Add the code snippet that can be seen in the following screenshot to the sketch on
the Arduino IDE:

first | Arduino 1.0.5 o= =

File Edit Sketch Tools Help

first

int led = 13;
int ledl = 12;
int led2 = 11;

void setup{) {
A4 put your setup code here, to run once:
pinMode (led, OUTPUT);
pinMode {ledl, OUTFUT):
pintode (ledZ, OUTPUT):
b

void loop() {
£4 put your main code here, to run repeatedly:

digicalWrice (led, HIGH):

digitallrite {ledl, LOW);

digitalllrite(ledz, HIGH):

delay(l000)

digitalllrite (led, LOW):

digicalWrice (ledl, HIGH);

digitallrite {led2, LOW):

delay(l000)z

[61]



Accessing the GPIO Pins

Here, you are replicating the code for the 1ed connected to pin 13 to the second led1
connected to pin 12 and the third 1ed2 connected to pin 13. You then program them
all to be output pins, and then in the main loop, toggle between high and low. Note
that I have two toggling together (pins 13 and 11) with the other (pin 12) toggling in
the exact opposite sequence. First, the two outer LEDs should light for one second,
and then the inner LED should light.

If one or more of the LEDs don't light, check to make sure that they are pushed firmly
down into the board. You can also change the direction of the LED; perhaps you have
the leads in the wrong direction on the board.

You can do the same thing with the FLORA board, but you'll need to use alligator clips
to connect from FLORA to the breadboard. To do this, build the breadboard as shown
earlier. Then, connect the first alligator clip to the right side of one of the resistors on
the breadboard. After this, connect it to the GND connector on FLORA. Then, connect
the alligator clips to LED 10 and the left side of the top of

the breadboard.

Once you have done that, connect the other two LEDs to the LED 12 and LED 9
pins, as shown in the following image:
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Now, bring up the Arduino IDE associated with FLORA. Create the code shown

in the following screenshot, patterned after the code you created in Chapter 1,

Powering on Arduino:

int led = 12;
int ledl = 10:
int led2 = 9;

/¢ the setup routine runs once when you press reseb:
void setup() {
/f 1nitialize the digital pin as an output.
pinfodeled, OUTPUT);
pinfodefledl, OUTPOT)
pinMode (led2, OUTPUT) :

/¢ the loop routine runs over and over again forewver:
void loopi) {

digitalWrite(led, HIGH);

digitalWrite(ledl, LOW);
| digitalWrite (leda, HIGH):

delay(l000) ;

digitalWritce (led, LOW);

digitalWriterledl, HIGH):

digitalWrite(led2, LOW):

delay(l000] ;

first | Arduino 1.0.5 E@

File Edit Sketch Tools Help

yie maximuam)

Adafruit Flora on CO

In this case, you are going to use D12, D10, and D9 to flash the LEDs on the
breadboard. On the IDE, make sure that Adafruit FLORA is set up on the
correct COM port. Upload the code and you should see your flashing LEDs.
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Summary

That's it! You've completed your very first hardware project. You can play with
different patterns of LED sequences by using for loops and different wait states.
Now that you have created your very first HW project, in the next chapter, we'll
cover how to add HW capabilities using an HW shield, a piece of HW that plugs
directly into the I/O connectors of your Arduino.
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In Chapter 4, Accessing the GPIO Pins, you learned how to connect with the outside
world using jumper wires, breadboards, and components. In this chapter, you'll
learn different connection approaches to show how you can connect an additional
capability to Arduino using hardware shields designed for Arduino. Specifically, I'll
cover two topics: how to add a functionalities by adding hardware that is designed
to plug into Arduino or shields and how to connect several types of displays to
Arduino. We'll use several different types of display shields to illustrate the different
communication modes that can be used to address the different types of hardware.

A simple serial display

In order to understand how to use a shield, let's start with one of the most basic of
the display modules available for Arduino: the serial LCD display. There are several
different versions out there, but most provide a simple 2 x 16 character display that
can be driven by the serial port on Arduino. This particular display is manufactured
by a company called SeeedStudio; other manufacturers make a similar display. It

is important that the device documents are compatible with Arduino. This means
that the manufacturer has evaluated the unit and is suggesting that it is electrically
and mechanically compatible with Arduino. These displays are available at most
locations where Arduinos are offered.
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The following image shows a picture of the display:

In order to connect this display to your Arduino, perform the following steps:

1. First, you'll need some cabling. In order to connect the LCD to your Arduino,
you'll need to add one more cable; this is a four-wire cable that should come
with your display, as shown in the following image:

2. Now, you'll need to connect the display to Arduino using these jumper
wires. The following image shows a picture of the connection you'll need on
the display:
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3. The preceding image shows the four pins you need to connect to the display.
They are GND and VCC pins, and RX and TX pins from Arduino. The VCC
and GND will come from the 5 V and GND pins on Arduino. The RX and TX
will come from two pins that you will specify in the code. In this case, looking
at the documentation, the code will use pin 11 as RX and pin 12 as TX. So, to
connect your Arduino to the display, first plug the four-wire connector into the
display; then, use the male-to-male jumpers to connect the four connectors to
the proper connections on the board, as shown in the following image:

This should complete the hardware connections to the board. You should see

the green and red LEDs on the display. This particular type of communication
connection is a simple serial connection. The data will be transmitted onto the two
pins that you will select in a serial fashion. The display will then take this serial data
and translate it to the electrical drive signals needed for the display.

Enabling the serial display in the IDE

Now, let's bring up the Arduino IDE. Before you start coding, you'll need to get the
library associated with your display and install it in the IDE.

. For this display, the library is found at http://www. seeedstudio.
com/wiki/Grove -_Serial_ LCD. If you go to this website and select
%= the library, it will take you to another web page that will allow you to

download a . zip file with the library.
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Here are the steps:

1. Download the library. The . zip file should then exist in your Downloads
directory. Now, you'll need to place these files in the libraries directory of
your Arduino installation. The following screenshot shows the directory
structure of the most common installation of the Arduino IDE:

Include in library ~

e -
Name

drivers
examples
hardware
java

lib
libraries

reference

11

tools
arduino.exe
cygiconv-2.dll
cygwinl.dll
libusb0.dll
revisions.tit
rxtxSerial.dll

uninstall.exe

Windows 7 x64 (C)) » Program Files (x86) » Arduino »

Share with = Burn

New folder

Date modified

9/21/2013 11:16 A..

/2013 11:16 A...
/2013 11:16 A...
/2013 11:17 A

7/2013 2:24 PM
2013 2:24 PM
2013 2:24 PM

9/21/2013 11118 A...

Type

File folder
File folder
File folder
File folder
File folder
File folder
File folder
File folder

Application

Application extens...
Application extens...

Application extens...

Text Document

Application extens...

Application

- | s | | Search Arduing)

£

2. Note the location of this directory. Now, go to your Downloads directory
and unzip the . zip file that holds your library. When it asks for the directory
to unzip to, select this directory. When complete, this library should
be added as a subdirectory in your libraries directory, as shown in the

following screenshot:
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Windows 7 x64 (C:) » Program Files (x86) » Arduino » libraries » - | 44
Include in library Share with ¥ Burn New folder
i Name ’ Date modified Type Size
| EEPROM 9/21/2013 11:17 A...  File folder
| Esplora 9/21/2013 11:17 A..  File folder
. Ethernet 9/21/2013 11:17 A..  File folder
I Firmata 9/21/2013 11:17 A...  File folder
I GSM 9/21/2013 11:17 A...  File folder
! LiguidCrystal 9/21/2013 11:17 A..  File folder
. Robot_Control 9/21/2013 11:17 A...  File folder
= I Robot_Mator 9/21/2013 11:17 A...  File folder
b SD 9/21/2013 11:17 A...  File folder
B | . SerialLCD 3/27/2014 459 PM  File folder
I Servo 9/21/2013 11:17 A...  File folder
| SoftwareSerial 9/21/2013 11:17 A..  File folder
). SPI 9/21/2013 11:17 A...  File folder
I Stepper 9/21/2013 11:17 A..  File folder
L TET 9/21/201311:17 A... _ File folder

3. Note that the files are in the libraries directory under Serial LCD. If you'd
like to do this automatically, open the Arduino IDE. Select Sketch, click
on Import Library..., and then click on Add Library..., as shown in the

following screenshot:

sketch_mar27a | Arduino 1.0.5

File Edit Tools Help

Verify / Compile

Import Library...
Add File...

Ct

sketch_x Show Sketch Folder Ct

rl+R

rl+K
3

=B EOl =

Add Library...

EEPROM
Esplora
Ethernet
Firmata

GSM
LiguidCrystal
Robot_Control
Robot_Motor
SD
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4. This will open up a file dialog box. Go to the directory where you
downloaded the file and select the . zip file. Once the library is installed,
go back to the main IDE screen and you should be able to select one of the
examples from the SerialLCD library, for example, the HelloWorld example,
as seen in the following screenshot:

[ 1Basics :

sketch_mar27a | Arduino 1.05 02.Digital ,
Edit Sketch Tools Help 03.Analog v
New Ctrl+N 04.Communication *
Open... Ctrl+0 05.Control ,
Sketchbook N 06.5ensors » I8
i 3
Examples 5 07.Display i
- N
Close Ctrl+W 08.5trings
s
Save Ctrl+S 09.UsB _
Save As... Ctrisshiftss | L0StarterKit i
Upload Ctrl+U ArduinoISP
Upload Using Programmer  Ctrl+Shift+U AdafruitServoDriver *
Page Setup Ctrl+Shift+P [TDBO2update  *
Print Ctrl+P LCD4884 v
SerialLCD 4 Autoscroll
Preferences Siez i UTFT b BacklightAndPower
n .
Quit Ctrl+Q UTouch Blink
Cursor
EEPROM 3 -
Display
k Esplora »
HelloWorld
Ethernet 3
- Scroll
Firmata 3
SetCursor
GSM 3 o
o TextDirection
LinnidCrustal v

5. This should open the sketch of the HelloWorld example. It should look like
the following screenshot:
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HelloWorld | Arduino 1.05 = R

File Edit Sketch Tools Help

Hellovyorld

i* -

SeriallCD Library - Hello World

Dewonstrates the use a 16x& LCD SeriallCD driver from Jeeedstudio.

Thiz sketch prints "Hello, Seeeduino!™ to the LCD
and shows the cime.

Library originally added 16 Dec. 2010
by Jimbo.we

http: /fwmr. seeedstudio, com

*/

A4 include the library code:
#include <3eriallCD.hs
#include <Softwareferial.h> //thi=s is a must

// initialize the library
SeriallCD sled(l1l,12);//this is a must, assign soft serial pins

void setup() {
A4 oset up
sled.beging)
A/ Print a message to the LCD.
slcd.print("hello, world!™);
i

void loop() {
4/ set the cursor to column 0, line 1
/4 [note: line 1 iz the second row, since counting begins with 0):
gled. setlfursor(0, 1);
/4 print the number of seconds since reset:
sled.print{nillis()/1000);

Note that the slcd.print ("hello, world!"); statement is the way to send
a string text to the serially connected LCD. The slcd.setCursor (0, 1);
command sets the cursor to the start of the second line of the display. The
slcd.print (millis () /1000) ; statement is an example of how to print a
number to the display, in this case, the number of seconds.
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6. Now upload the sketch and you should see the hello, world! statement on
the display, as shown in the following image:

Now, you can add all sorts of text by simply editing the slcd.print ("hello,
world! ") ; line in the setup () function or adding this same function to the 1oop ()
function. Make sure that if you place a message in the loop, use the delay (2000)
function after it to give the user some time to read the display before you change it.

Connecting a display using the SPI
interface

While the serial display is interesting, it has some limitations. It is difficult to display
pictures or graphics, and it is somewhat slower than other interfaces available to
you. So, let's add a display with a different communications interface. The following
image shows a picture of a small, 1.8 inch LCD module with a micro SD card
interface that can be connected to your Arduino:
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This particular display is available from a company called SainSmart; it is available
directly from the company or other online retailers such as Amazon. com. There are
others that are very similar. Finding support for these displays can be difficult, as the
interface is significantly more complex; so, check to make sure the libraries are also
supplied with the display. To connect to this display, perform the following steps:

1. The first step is to connect the display to your Arduino. The following image
shows a picture of the back of the display that will help you connect to the
SPI interface on your Arduino:

2. This display uses the SPI interface, so you'll be connecting to the top seven
pins shown here. The SI interface is a serial interface but is synchronous, so
it provides a more robust communication path. Here is the wiring table that
shows which pins to connect to between your Arduino and the display:

Arduino pin Display pin
+5 VCC

GND GND

Pin 13 SCL

Pin 11 SDA

Pin9 RS/DC

Pin 8 RESET

Pin 10 CSs

3. To make these connections, you'll want a different type of jumper wire, one
with a female connection at one end and a male connection at the other. You
can purchase these types of jumper wires at most electronics stores or online.

4. Once the two devices are connected, you can plug your Arduino into the USB
cable and the USB cable into your computer; once done, you should see the
LCD light up. Now you're ready to add the code.
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Enabling the SPI display in the IDE

Just as in the case of SerialLCD, you'll need to add the supporting code library for
your device. For this device, the library is found at http://www.sainsmart.com/
sainsmart-1-8-spi-lcd-module-with-microsd-led-backlight-for-arduino-
mega-atmel-atmega.html. In order to do so, perform the following steps:

1. Go to the site and then click on the Download link. This will download the
TFT18.rar file. Use an archive tool such as 7-Zip to unpack this file to the
libraries directory.

2. Now the library will be available for use. You will need to make one change.
Go to the library directory where you installed TFT18 and look for a file
called sT7735.h, as shown in the following screenshot:

Windows 7 x64 (C:) » Program Files (x86) » Arduino b libraries » TFT18 b |42 || search T
Burn New folder
i Name B Date modified Type Size
examples 6/2/2012 3:28 PM File folder

20-011-920 SainSmart 1.8 SPILCD.pdf 7/4/2012 10:33 AM  Foxit Reader PDF ... 232 KB
c| glcdfont.c 8/15/2011 2:36 PM C Source 9KB
¢ ST7735.cpp 11/20/201111:11 ..  C++ Source 18 KB
h] ST7735.h 3/28/2014 9:07 AM  C/C++ Header 3KB

ST7735R_V0.2.pdf 10/10/2011 10:21..  Foxit Reader PDF .. 2,045 KB

1
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3. You're going to edit the sT7735 . h file. You can do that in Notepad if you are
working on a Windows system. You are going to change one line, as follows:

j\ ST7735.h - Notepad2 (Administrator)
File Edit View Settings ?
DE@ W] [ i 2B #s B QTR
1V/ Graphics 1library by ladyada/adafruit
2// MIT license
3
4 swap(a, b) { uintl6_t t = a; a =b; b
5
6 //#include <wProgram.h>
7 <Arduino.h>

8

] ST7735_NOP 0x0

10 ST/7735_SWRESET 0x01
1 ST7735_RDDID 0x04
12 ST7735_RDDST 0x09
13

14 ST7735_SLPIN 0x10
15 ST/7735_SLPOUT 0Ox11
16 ST7735_PTLON 0x12
17 ST7735_NORON 0x13
18

19 ST7735_INVOFF 0x20
20 ST7735_INVON Ox21
21 ST7735_DISPOFF 0x28
22 ST7735_DISPON 0x29
23 ST7735_CASET Ox2A
24 ST7735_RASET 0x2B
25 ST7735_RAMWR 0x2C
26 ST7735_RAMRD OxZ2E

27

E=8 Sl =X

m

4. You are going to comment out the line that reads #include <WProgram.h>
using two // characters. Then, you will add the #include <Arduino.hs line
as shown in the preceding screenshot. This change is required for the newer

Arduino IDE versions.
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5. When you have made the change, go back and navigate to File | Examples
| TFT18 | graphicstest. This will open an example program that will run
on your Arduino and drive the display. Upload this, and you should see a
graphical set of test patterns on the display, as shown in the following image:

By the way, you may need to exercise a bit of patience; it can take some time for the
graphics to display. Now, you can present information on your display. You can also
use the example programs under the TFT library as well. Select the TFTDisplayText
example by navigating to Examples | TFT | Arduino | TFTDisplayText. This
example program shows you how to display text and a simple number on your
display. Here is what this example will look like on the display:
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An LCD shield

There is yet another option available to add a display to your projects. The unique

part of this solution is that this shield will connect directly to your Arduino, making it
a single hardware unit. The concept of a shield is a hardware capability that connects
directly into an Arduino board at the header pins available. Connecting this unit is as
simple as pressing its connections into the connections on your Arduino. The other
nice characteristic of this display is that it comes with a joystick for user input. This
unit is available from Amazon. com or other online retailers. The following image shows
an LCD shield:
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Note how the connections on the shield exactly match the proper pins on Arduino.
Now that the HW is connected, you can add some code to access the functionality of
the shield. Plug your Arduino into the USB cable and the USB cable into the computer.
The shield should light up and indicate that power is applied, as shown in the
following image:

Enabling the LCD display in the IDE

As with the last two shields, the first step is to add library support for the device.
Finding a functional set of libraries for this particular shield is a bit difficult, as this
particular shield has been available for some time. Some versions of the libraries for
this shield are for older versions of the IDE.

The correct libraries for Version 1.05 of the Arduino IDE are

available at http://www.dfrobot .com/wiki/index.php/
LCD4884 Shield For Arduino %28SKU:DFR0092%209.
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To work with this device and the IDE, perform the following steps:

1. Go to the previously mentioned page and navigate to the Sample Code
section. Right below this is a library selection that, if you select it, will
download the library.

2. Now, open the Arduino IDE and select Sketch. Click on Import Library...
and then click on the LCD4884 V1.2.zip file. This will import this library
into the IDE.

3. Now you can use one of the example programs in your Arduino. To bring
up the simplest of these example programs, navigate to File | Examples |
LCD4884 | int_to_String_display, as shown in the following screenshot:

sketch_apr02a | Arduino 1.0.5-r2
Edit Sketch Tools Help
MNew Ctrl+MN
Open... Ctrl+0O
Sketchbook *
Examples 4 01.Basics
Close Ctrl+W 02.Digital
Save Ctrl+S 03.Analog
Save As.. Ctrl+5Shift+5 04.Communication
Upload Ctrl+U 05.Control
Upload Using Programmer  Ctrl+5Shift+U 06.5ensars
i 07.Display
Page Setup Ctrl+5Shift+P k
A 08.5trings
Print Ctrl+P
09.USB
Preferences Ctrl+Comma 10.5tarterkit
3 ArduinolSP
Quit Ctrl+Q)
LCD4884 int_to_String_display
< LCD4884_menu
EEPROM ]
prop_display
Esplora
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4. This is the simplest set of code to drive the display, and it shows how to
display both a string and a number, as shown in the following screenshot:

int_to_String_display | Arduino 1.0.5-r2 E\@

File Edit Sketch Tools Help

int_to_String_display

Directly stack the LCD4884 shield on your Arduinc board -
*/
#Finclude "LCD4SEL, L™

#define MENU X 10 A4 0-83
#define MENU Y 1 ff0-5

int counter = 0;
char string[10]:

woid setup()
i

led.LCD_init{);
led. LD _clear():

Afmern initialization
init MENU();
}

woid init MEMU{woid) {
byte i:

lod.LCD_clear();
led . LCD _write_string (MENU X, MENU ¥, "test screen”, MENU_HIGHLIGHT ):

n

'
woid loop () {

if (+counter < 10007
itoa(counter,string,10) ;
lod.LCD_write_string(MENU ¥, MENU ¥ + 1, string, MENU _NORMAL) :
'
else counter = O,init MENU{);
delay(10);

te maximum)

Arduing
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In the preceding example, there are two statements that interface with the
graphical display:

¢ lcd.LCD-clear () ;: This statement initializes and clears the LCD.

® 1lcd.LCD write string(MENU X, MENU Y, "test screen", MENU
HIGHLIGHT): This function writes the test screen string to the display.
The MENU_x and MENU_Y variables set where the string will be written and
the MENU_HIGHLIGHT variable causes the string to be in the highlight mode
(with a black background and light text).

Here is what the display should look like while running this function:

Now you can use your display to interact with the world. Feel free to check out
the other two example programs for more display capabilities and also examples
of how to use the joystick.

Summary

That's it! You've learned how to add a display capability to your Arduino projects
using serial displays, SPI displays, and a shield with a graphical display. You should
experiment with adding all kinds of data, and even using the joystick on the shield.
You'll use these same concepts in later chapters to add other types of functionalities.
In fact, in the next chapter, you'll use these concepts to control DC motors.
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Controlling DC Motors

One of the best ways to use Arduino is to add it to a small mobile platform and
control the speed and direction of the wheels. In this chapter, you'll learn how to use
the basic capability of Arduino to control a small DC motor. You'll then take this to
the next level, learning how to add more functionality using a shield to control the
speed and direction of more powerful DC motors. Then, we'll build a wheeled robot
whose speed and direction are controlled by Arduino.

The basics of DC motor

Before you get started with connecting everything and making it all move, let's
spend some time understanding some of the basics of DC motor control. Whether
you chose a two or four wheeled mobile platform or a tracked platform, the basic
movement control is the same. The unit moves by engaging the motors. If the desired
direction is straight, the motors are run at the same speed. If you want to turn the
unit, the motors are run at different speeds. The unit can actually turn in a circle if
you run one motor forward and one backward.

DC motors are fairly straightforward devices. The speed and direction of the motor
is controlled by the magnitude and polarity of the voltage applied to its terminals.
The higher the voltage, the faster the motor will turn. If you reverse the polarity of
the voltage, you can reverse the direction the motor is turning.

However, the magnitude and polarity of the voltage is not the only factor that is
important when you think about controlling your motors. The power that your
motor can apply to move your platform is also determined by the voltage and the
current supplied at its terminals.

There are actually GPIO pins on Arduino that you could use to create the control
voltage and drive your motors directly. The challenge with this method is that
Arduino cannot normally source enough current and voltage, and your motors will
not be able to generate enough power to move a mobile platform.
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There are several solutions to this problem. The first is to use a simple transistor
circuit and an external voltage source. You'll use this solution in the first example
of this chapter. Another solution is to use an H-bridge, a chip that Arduino can
control but which is connected to a power source and can provide enough current.
The second example in this chapter will show you how to use this sort of chip. The
third solution to the problem is to use a shield that contains all the circuitry and can
connect to an external power source input so that your Arduino can provide both
voltage and current and your platform can move reliably. The last example in this
chapter will use a motor controller shield designed for Arduino to make DC motor
control simple.

Connecting a DC motor directly to
Arduino

The first step in connecting a DC motor to Arduino is to actually obtain a DC motor.
The motors that you will be dealing with here are simple, small DC motors. The
motors must not require much current because Arduinos cannot supply more than
40 mA of current directly. For this example, you can use a small 6 V DC motor
available at most electronics or hobby stores. The following figure shows one

such motor:

In order to connect this motor to your Arduino, you'll need some additional parts.
You'll need two male-to-male solderless jumper cables and two alligator clip jumper
cables. You'll also need a transistor, a TIP120 to be specific. In this case, the transistor
will act like an electronic switch; when you send a control signal to it, the power will
flow from the battery. You'll also need a diode, the 1IN4004 diode. The diode is a
device that protects from reverse power flow. You'll need a 1000 ohm resistor;

this will translate the control signal out of Arduino to the proper current for

the transistor.
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You'll also add a 1 microfarad ceramic capacitor; this capacitor filters out some of the
switching noise that can appear on the wires that control the motor. These last four
parts should be available at almost any electronics store or online. These parts should
be very inexpensive. To control this motor, you'll connect one motor connector to
digital pin 11 and the other connector to GND on Arduino. You could use one of

the voltage sources on Arduino, but some DC motors can draw lots of current, more
than what our Arduino can supply. A safer way is to connect the DC motor supply
to a battery holder with four AA batteries.

Connect Arduino, transistor, diode, resistor, and power supply as shown in the
following figure:

fritzing
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When plugged into the breadboard, the preceding circuit will look like the
following figure:

Now, you can start the Arduino IDE and enter a program to send a control signal to
the DC motor.

Using Arduino code to control the speed of
the DC motor

Now, you'll need to type the following code into the Arduino IDE:

sketch_apr03a | Arduino 1.0.5-r2 o @

File Edit Sketch Tools Help

zketch_apr03a §

int motorFin = 113

void setup ()

{
pinMode (notoxPin, OUTPTT)
Serial.begin{9600);
while (! Serial)

Serial.println("Set Speed 0 - 2557):
i

void loop ()
{
if (Serial.available(})
{
char sez[10]:
int speed = Serial.parseInt();
itoaispeed, str, 10);
Serial.printin("Speed”) ;
Serial.printin(str);
if [speed »= 0 ss speed <= 255)
{

enaloglirite (notorPin, speed):

[86]



Chapter 6

Now, upload the code to your Arduino. Your motor should start running. Once
you have uploaded the code, you'll want to open up the Serial Monitor tab so that
you can command your motor to run at different speeds. To do this, perform the
following steps:

1. First, navigate to Tools | Serial Monitor. When you open this, you should
see a pop-up window that displays the text from your program as shown in
the following screenshot:

COM34 = [=] &3
| Send |

Set Speed 0 - 255

| Autoscroll Mo line ending 9600 baud

2. Enter a value, for example, 255, and then click on Send. Your motor should
speed up. Now, enter another number, for example, 0, and then click on
Send. Your motor should stop. Numbers between these two should adjust
the speed of your DC motor. Unfortunately, the motor can only go in one
direction. The value 255 sends an output to the motor controller that should
drive it to its maximum speed, whereas the value 0 sends an output that
corresponds with a speed of 0.

The next example will provide a solution if you'd like bidirectional control for your
DC motor.

Connecting a DC motor using an
H-bridge and Arduino

The next step is to add a bit more functionality with a new type of chip, an H-bridge.
An H-bridge is a fairly simple device. It basically consists of a set of switches and
adds the additional functionality of allowing the direction of the current to be
reversed so that the motor can either be run in the forward or the reverse direction.
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Let's start this example by building the H-bridge circuit and controlling just one
motor. To do this, you'll need an H-bridge. One of the most common is the L293 dual
H-bridge chip. This chip will allow you to control the direction of the DC motors.
These are available at most electronics stores or online. You'll also need a capacitor;
you can use the 1 microfarad capacitor from the previous example, if you'd like. The
capacitor limits the fast changes in the signals that are sent to the motor. Once you
have your H-bridge, build the following circuit with Arduino and a breadboard:

g hiamieg yy I_.||

fritzing

The following table shows Arduino and H-bridge pins and you should connect the
pins on Arduino to the pins on the H-bridge:

Arduino pin H-bridge pin
9 1
4 2
3 7

Once you have the connections, you can test the system. To do that, you'll need to
add some code to the code you typed in for example 1.
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Using Arduino code to control the direction

of the DC motor

Open the Arduino IDE and type in the following code:

hbridge | Arduino 1.0.5-r2
File Edit Sketch Tools Help

hbridge

const int motorlPin = 3;
COnSt int motorzZPfin = 4;
const int enablePin = 9;

wvoid setup i)

i
pinMode (motorlPin, OUTEUT)
pinMode (motorZPin, OUTPUT)
pinMode (enablePin, OUTPUT);
digitalllrite (enablePin, HIGH):
Serial.begin(9600])
while (! Serial)

}

wold loop()
i
if (Serial.available(]))
{
char str[10];
int direction = Serial.parselnt():
if {direction == 0)
{
Serial.println{"Forward™)
digitalllrite (motorlPin, HIGH):
digitalllrite (motor2Pin, LOW):
i
elae
{
Serial.println{"Reverse™);
digitalWrite{motorlPin, LOW);
digitallrite(motor2Pin, HIGH);
i

E=B o =X~

Serial.println|"Set Direktion 0 - Forward, 1 - Rewversze™);

Arduing Uno on €

m
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This code sets up the three pins 3, 4, and 9 to enable the chip and control the
direction of the motor. As you did earlier, you can navigate to Tools | Serial
Monitor to send data to the program. Sending a value of 0 sets pin 3 to HIGH and
pin 4 to LOW, causing the motor to spin in one direction. Sending a value of 1 sets
pin 3 to LOW and pin 4 to HIGH, causing the motor to spin in the other direction.

Now, you know how to build circuits to control both the speed and the direction
of DC motors. However, instead of procuring all the parts and building the circuits
yourself, you can buy a DC motor control shield.

Controlling the DC motor using a shield

For this final example, let's graduate from a simple DC motor control circuit to
a hardware shield that can control one or two DC motors. For this example,
you'll control two DC motors on a wheeled platform. There are several simple,
two-wheeled robotic platforms; in this example, you'll use one that is available
from several online electronics stores as shown in the following figure:

To make this wheeled robotic platform work, you need to control the two DC motors
connected directly to the two wheels. You'll want to control both the direction and
the speed of the two wheels to control the direction of the robot.
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You'll do this with an Arduino shield designed for this purpose. There are several
available; the shield you'll use here is the one available on the Arduino website at
www . arduino. cc. The following figure shows the shield:

Specifically, you'll care most about the connections on the front corner of the
shield, which is where you will connect the two DC motors. This is shown in the
following figure:
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It is these three connections that you will use in this example. First, however, place
the board on top of Arduino, in the same way that you placed the display shield
from the example in Chapter 5, Working with Displays. Then, mount the two boards to
the top of your two-wheeled robotic platform, as shown in the following figure:

In this case, I used a large cable tie to mount the boards to the platform and used the
foam that came with the motor shield between Arduino and the metal platform. This
particular platform comes with a four AA battery holder, so you'll need to connect
this power source, or whatever power source you are going to use, to the motor
shield. The positive and negative terminals are inserted into the motor shield by
loosening the screws, inserting the wires, and then tightening the screws, as shown
in the following figure:
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Now, you need to connect the motor shield to the motors. If you don't want to
solder wires to the motors, you can use the alligator clip wires as shown in the
following figure:

The final step is to connect the alligator clip wires to the motor controller shield. I

did this with the male-to-male solderless jumper wires. First, insert the cables into
the motor shield screw connectors. There are two sets of connections —one for each
motor. Then, attach the alligator clips to the other ends of these wires as shown in the
following figure:

Insert some batteries, and then connect Arduino to the computer via the USB cable.
Now, you are ready to start programming to control the motors.
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The Arduino code for the DC motor
shield

Now that the HW is in place, bring up the Arduino IDE; make sure that the proper
port and device are selected and enter the following code:

= wheeledplatform

H
int pwwB = 11;
int brakek = 8;
int brakeB = 8§;
directiond
directionB

woid setup() {
pinfode(directiond, OUTPUT);
pinflode (braked, OUTFUT) ;
pinMode (directiont, OUTPIT):
pinMode (brakeE, OUTPUT) ;

woid loop(){

4 Move Forward
digitalllrite (directiond, HIGH):
digitalllrite (hrakek, LOW):
analoglirite (pwmd, Z55);
digitalllrite (directionk, HIGH);
digitallirite (brakeB, LOW);
analoglirite (pwmB, 255);
delay (2000}

m

digitalllrite (hrakek, HIGH);
digitalllrite (hrakeB, HIGH);
delay(l000);

FA/Turn Right

digitalWrite (directiond, LOW): //Establiszhes backward direction of Chanmel A
digitalWrite (brakek, LOW); //Disengage the Brake for Channel 4

analogiirite (pmd, 126); //9pins the motor on Chamnel & at half speed
digitalWrite (directionk, HIGH); //Establishes forward direction of Charmmel B
digitalWrice (brakeB, LOW):; //Dizsengage the EBrake for Channel B

analogiirite (pumB, 128): //3pins the motor on Channel B at full speed

delay (2000}

digitalllrite (hraked, HIGH);

digitalllrite (hrakeB, HIGH);

delay(l000);
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The code is straightforward. It consists of the following three blocks:

The declaration of the six variables that connect to the proper Arduino pins
are as follows:

int pwmA = 3;

int pwmB = 11;

int brakeA = 9;

int brakeB 8;

int directionA = 12;

int directionB = 13;

The setup () function, which sets the directiona, directionB, brakea, and
brakeB digital output pins:

pinMode (directionA, OUTPUT) ;
brakea, OUTPUT) ;
pinMode (directionB, OUTPUT) ;
pinMode (brakeB, OUTPUT) ;

(
pinMode (
(
(

The 1oop () function. This is an example of how to make the wheeled robot
go forward and then turn to the right. At each of these steps, you'll need to
use the brake to stop the robot. The code is as follows:

// Move forward

digitalWrite (directionA, HIGH) ;
digitalWrite (brakeA, LOW) ;
analogWrite (pwmA, 255);
digitalWrite (directionB, HIGH) ;
digitalWrite (brakeB, LOW) ;
analogWrite (pwmB, 255) ;

delay (2000) ;

digitalWrite (brakeA, HIGH) ;
digitalWrite (brakeB, HIGH) ;

delay (1000) ;

//Turn right

digitalWrite (directionA, LOW); //Establishes backward direction of
Channel A

digitalWrite (brakeA, LOW); //Disengage the Brake for Channel A

analogWrite (pwmA, 128); //Spins the motor on Channel A at half
speed
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digitalWrite (directionB, HIGH); //Establishes forward direction of
Channel B

digitalWrite (brakeB, LOW); //Disengage the Brake for Channel B
analogWrite (pwmB, 128); //Spins the motor on Channel B at full
speed

delay (2000) ;

digitalWrite (brakeA, HIGH) ;

digitalWrite (brakeB, HIGH) ;

delay (1000) ;

Once you have uploaded the code, the program should run in a loop. If you want to
run your robot without connection to the computer, place batteries into the battery
holder, disconnect the USB cable connecting Arduino to the computer, and then
press the RESET button. Your robot can move all by itself!

Summary

By now, you should be feeling a bit more comfortable with configuring HW and
writing code for Arduino. Hopefully, your wheeled platform is moving around and
is controlled by Arduino. You've learned the basics of DC motor control, and in the
process, you also learned how to send control signals to the external hardware.

In the next chapter, you'll change this platform from one based on DC motors to one
based on servos, and you'll build a robot that can walk.
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In this chapter, you'll learn how to use the basic capability of Arduino to control
servo motors.

Servo motors are important because you can use them to create all kinds of useful
arms, legs, or even pan-and-tilt mechanisms to make really cool robots that can walk,
or pick up things, or move sensors around. You'll then take this to the next level,
learning how to add more functionality using a shield to control the speed

and direction of a whole set of servos to build a walking hexapod robot.

The basics of a servo motor

Before you begin, you'll need some background on servo motors. Servo motors are
somewhat similar to DC motors; however, there is an important difference. While
DC motors are generally designed to move in a continuous way —rotating 360
degrees at a given speed —servos are generally designed to move within a limited set
of angles. In other words, in the DC motor world, you generally want your motors to
spin with continuous rotation speed that you control. In the servo motor world, you
want your motor to move to a specific position that you control.

Controlling servos is fairly simple. The device has three wires connected to it: one for
the ground connection, one for the drive voltage, and the third is a control signal that
expects a pulse-width modulated (PWM) signal. The signal is a square wave that is
turned on and off at a set rate, normally at around 500 Hz. The ratio of the length of
the time the signal is on to the time the signal is off determines the desired angle of
the servo.



Controlling Servos with Arduino

Arduino can control servos using two different approaches. The first is to connect
your servos directly to Arduino. You'll use this solution in the first example of this
chapter. Unfortunately, if you have a lot of servo motors, they can sometimes draw
more current than Arduino can provide, which is 40 mA. To solve this problem,
you'll need to use a shield that can connect to an external power source. Then, your
Arduino and shield can provide both voltage and current so that you can control
many servos. The second example in this chapter will use this servo controller shield
designed for Arduino to control 12 servos on a hexapod robot.

Connecting a servo motor directly to
Arduino

The first step in connecting a servo motor to Arduino is to actually obtain a servo
motor. The following figure shows a typical servo motor, the Hitec HS-311, available
at most hobby or RC Control stores:
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In order to connect this servo motor to your Arduino, you'll need some of those
male-to-male solderless jumper cables that you used in the previous chapters.
You'll notice that there are three wires coming from the servo. Two of these supply
the voltage and current to the servo. The third provides a control signal that tells
the servo where and how to move. You'll connect these three wires to the pins on
Arduino. The black wire on the servo is ground; you'll connect that to the GND pin
on Arduino. The red wire on the servo is the VCC connection; connect that to the
5V pin on Arduino. The orange pin is the control pin on the servo; connect that to
one of the DIGITAL (PWM-~) pins on Arduino, for example, pin 11, as shown in the
following figure:

>
s

Just a word of caution, this works well with a single servo; you will not want to use
the method for more than just one or two servos. Now that you have made these
connections, you are ready to write the code to make your servo move.
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Controlling the servos with a program

Now that the hardware is connected, you'll need to supply the control signal to make
your servos move. To control your servo, bring up the Arduino IDE. Make sure that
the proper Arduino and port are chosen. Then enter the lines of code as shown in the
following screenshot:

basicServo | Arduino 1.0.5-12 = EaE

File Edit Sketch Tools Help

hasicSera

#include <Servo.h> -
SErvVo SerVo;

int servoPin = 11;

int angle = 0>

wold setup ()

i
zervo,attach(servolin);
Serial.begin(9600);
Serial.println("Set dngle 0 to LE0™):

i

woid loop ()
{
if (Serial.awailshle())
{
char str[10]:
angle = Serial.parseInt();
itoalangle, str, 10):
Serial.println{Angle "):
Serial.println{str);
if f{angle »>= 0 && angle <= 130)
{
‘ servo.write(angle);
delay(l000);

yte maximam)

Arduino Uno

This code uses the servo library that is installed with the standard Arduino IDE. The
three sections of code that you'll need to understand are as follows:
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* The global variables servo, servoPin, and angle are used by the program.
The servo data type adds a set of functions so that you can control
your servo. This includes the servo.attach (servopin) and servo.
write (angle) functions, which you will use in this program to send the
servo to a specific angle. To find out all the different functions that are
available, visit http://arduino.cc/en/reference/servo.

* The setup () function connects the servo functionality to the proper pin and
then initializes the serial port.

* The loop () function reads the serial port, and then uses that data to send the
servo to the proper angle by using servo.write (angle).

When you have entered the code, upload the program. When it runs, navigate to
Tools | Serial Monitor. You can then enter the desired angle, as shown in the
following screenshot:

€ COM34 o || &3

Send

Set Angle 0 to 180
Zngle
10
Angle
20
Angle
30
Ingle
a0
Angle
180
Angle
[i]

V| Autoscroll Mo line ending » |9600 baud

Now you can imagine adding a whole set of servos, one controlled by a different
digital output pin on Arduino. However, Arduino itself will soon run out of the
ability to supply enough current to control more servos. So if you have projects that
require more than just one or two servos, you'll probably want to go with a servo
motor shield.
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Connecting a servo motor shield to
Arduino

The servo motor shield we'll use in this example is available at most online retailers
who sell Arduino Uno, and is made by AdaFruit. The following figure shows the
servo motor shield connected to the servo wires:

This particular shield can handle up to 16 servos. The important characteristic of
this servo shield is the connection on the right-hand side of the shield. In the GND
and VCC connections, you'll place your external voltage and current input, allowing
Arduino to control many more servos.

Controlling the servo motor shield with
a program

Now that your hardware is ready, you'll need to program Arduino to send the

proper control signals. To control this shield, you'll need to download a library
from Adafruit.

The library for the motor shield can be downloaded from https://
%\ learn.adafruit.com/adafruit-16-channel-pwm-slash-
’ servo-shield/using-the-adafruit-library.
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Once you have downloaded the library, you'll need to rename it to install it into the
IDE. Look for the Adafruit-PWM-Servo-Driver-Library-master.zip file in the
directory you downloaded the file from, and unzip this to the directory where your
Arduino library is stored, as shown in the following screenshot:

Extract X
Extractto:
CA\Program Files (x86)\Arduinollibraries - D
Path mode: Password
[Ful\ pathnames v]

O te mode:
verwrite mode ["]show Password

[Ask before overwrite VI

oK ] [ Cancel ] l Help ]

The Adafruit-PWM-Servo-Driver-Library-master directory should now be

in the library directory. You'll need to change the name of this directory to
AdafruitServoDriver. The library and its examples are now available. You can
open the servo example by navigating to File | Examples | AdafruitServoDriver |
servo, as shown in the following screenshot:

sketch_aprl8a | Arduino 1.0.5-r2
Edit Sketch Tools Help
New Ctrl+N
Open.. Ctrl+0O
Sketchbook 0 01.Basics
Examples i 02.Digital
Close Ctrl+W 03.Analog
Save Ctri+5S 04.Communication
Save As... Ctrl+Shift+S 05.Contral
Upload Ctrl+=U 06.Sensors
Upload Using Programmer Ctrl+Shift+U 07.Display
Page Setup Ctrl +Shift+P 08.5trings
Print Ctrl+P s
10.Starterkit
Preferences Ctrl+Comma ArduinoISP
Quit Ctl+Q LCD4884
. AdafruitServaDriver pwmtest
EEPROM Servo
Esplora
Ethernet
Firmata
GSM
LiquidCrystal
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Then, you should be able to see the code snippet as shown in the
following screenshot:

servo | Arduino 1.0.5-r2 EI
File Edit Sketch Tools Help
SEMND
-
This is an example for our Adafruit l6-channel PUM & Servo driver
Servo test - this will driwve 16 serwvos, one after the other
Pick one up today in the adafruit shop!
- --» http: /rwvm.adafruit, com/products /815
These displays use IZC to compunicate, 2 pins are required to
interface. For Arduino UNOs, thats SCL -»> Analog 5, SDA -> Analog 4
Adafruit invests time and resources providing this open source code,
please support Adafruit and open-source hardware by purchasing L
products from Adafruit! 3
Written by Limor Fried/Ladyada for Adafruit Industries.
BiD license, all text above must be included in any redistribution
/
#include <Wire.h>
#include <Adafruit PWM3ervoDriver.h>
/4 called this way, it uses the default address 0xd40
Adafruit PWMServoDriver pwm = Adafruit PWMSerwoDriwer():
A4 you can also call it with a different address you want
Alhdafruit PUMServoDriver pom = Adafruit PUM3ervoDriver (0x4l):
/¢ Depending on ¥our servo make, the pulse width win and max way wary, you
/4 want these to be as swall/flarge as possible without hitting the hard stop
4/ for max range. You'll have to tweak them as necessary to match the servos you
#4 hawve!
#define SERVOMIN 150 // rhis is the 'minimum' pulse lengrth count (ouc of 4096)
#define SERVOMAX 600 // rhis is the 'maximom' pulse lengrth count (ouc of 4096)
#/ our servo # counter
uinté_t servonum = 0;
vold setup() {
Serial.begin(9600)
Serial.println(”16 channel Servo test!™):
pvm, begini)
Arduine Uno on C

This code is well documented, and shows you how to drive each individual servo.
However, this isn't the most exciting application. What you really want is to build a
legged quadruped robot to exercise all of these servos.
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To complete this project, you'll first need to buy some parts so you can build your
quadruped robot. There are several possibilities out there, but one set I personally
like is a set of Lynxmotion parts available from the online retailer robotshop . com.
To build your quadruped robot, you'll need two sets each of the two leg parts, and
then one set each of a body part. The following table illustrates the parts as they are
listed on the website:

Quantity Description

1 Lynxmotion Symmetric Quadrapod Body Kit-Mini QBK-02
2 Lynxmotion 3" Aluminum Femur Pair

2 Lynxmotion Robot Leg "A" Pair (No Servo) RL-01

4 Lynxmotion Aluminum Multi-Purpose Servo Bracket Two

Pack ASB-04

Once you have these parts, you'll also need 12 standard size servos. I personally like
the Hitec servos; they are a very inexpensive servo that you can get at most hobby
shops and online electronics retailers. You may need quite a powerful servo, so buy
at least the HS-422. When you get the parts, perform the following steps:

1. Put two right legs together, as shown in the following figure:
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2. Now, put two left legs together as shown in the following figure:

3. The next step is to build the body kit. There are some instructions at
www . lynxmotion.com/images/html/sg3u-assembly.htm, but it should
look like the following figure:
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4. And then connect each leg to the body kit. The important part of this step
is to make sure you use a bearing on the underside connection of the leg, as
shown in the following figure:

5. The final step is to mount the batteries and Arduino to the body kit, as shown
in the following figure:
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I like to use an RC LiPo battery for my robotic projects; they are available from most
RC stores or online. You can certainly use standard alkaline AA batteries, but they
are not rechargeable and don't last very long. Using rechargeable AA batteries solves
the rechargeable problem, so it is certainly a better choice. I find the RC LiPo batteries
last the longest and recharge quickest. If you are going to use a LiPo battery, choose

a 2S battery; this will provide 7.4 V, which will then be regulated by the Arduino and
can drive both Arduino and servos. Your kit is now ready to move. Let's start with

a simple program that sets all of the servos to their middle position, and then takes

in a command to move just one of the servos to a specific angle. This will help you
understand how your robot is configured, as shown in the following screenshot:

i

{

The preceding code includes a significant number of Serial.println() functions;
these are there to show you what is happening. The key statement for servo control
is pwm.setPWM(servo, 0, pwmValue) ;. This statement sends out a PWM signal that
the servo motor uses to determine the desired angle. The servo variable selects the
servo to control, the o0 variable sets when the PWM pulse starts (you'll use 0 for this
application), and the pwmvalue variable sets the length of the pulse. You can now see
how your robot can be programmed to be moved by performing the following steps:

#include <Uire.h>
#include <Adafruit PUM3ervoDriwer.hs-

Adafruit FUMSerwoDriver pwm = Adafruit PUMSerwvoDriver():

#define SERVOMIN 150
#define SERVOMAX 600
#define CENTER 375

woid setup() |
Serial.begin|9600) ;
Serial.println("Controlling a Single Serva”);
pum. beaing ;
pwm. setPUMFreq(60) ; // Anslog servos run at ~60 Hz updates
for (int i = 07 1 < 12; i+

pum.setPWM (i, 0, CENTER]:

Serial.printin{"Enter Serwo Number, then angle™);

woid loop() {
if (Serial.awvailable())

int gervo = Serial.parselnt();
float angle = Serial.parseFloat():
int pimValue:
Serial.println("Jervo ")
Serial.println(servo):
Serial.println("hngle ")
Serial.println(angle):

pm¥alue = (SERVOMIN + float(angle/160)* (SERVOMAX-SERVOMIN)) »
Serial.printlo(pumValue);

pww. setPWM(servo, 0, pwnValue);
delay (5000 ;

@ Quadruped | Arduino 1.0.5-r2 = || = | =

File Edit Sketch Tools Help

00 BEH [5]
Guadruped :

-
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1. One step you'll probably want to do is adjust the mechanical position of your
servos. To do this, run the program so that all of the servos are set to their
middle location.

2. Then, unscrew the screw at the center of each horn connected to the servo,
and turn it so that it is now in the middle location on the robot for that
particular servo.

When your robot is centered, you can now begin to program your robot to do things.
First, let's add a command that waves one of the front legs. From the Arduino sketch,
change your loop () function, and add the home () and wave () functions, as shown
in the code snippet in the following screenshot:

Wave | Arduino 1.05-12 [ o =<
File Edit Sketch Tools Help
Wave & ﬂ
Serial.println("Enter Command:"); -

3

void loop() {
if (Serial.available())
1
char ch = Serial.readi);

switchich) {
case'h':
Serial.println{"Home");
home():
hreak;
case 'w'z
Serial.println("Wave!™):
wave();
break;
H
H
¥

void home(){
for (int i = 0; i < 12; i+)
pum. setPUM(i, 0, CENTER);
H

void wave() {
delay {200 ;
pum. seCPUM{4, 0, (CENTER + 100));
4/ pum.setPUMi4, 0, (CENTER - 100)j:
delay(1000);
pum. seCPUM{5, 0, (CENTER));
delay (5000 ;
pum. setPUM(5, 0, (CENTER - 100)j:
delay(500);
pum. seCPUM{5, 0, (CENTER));
delay (5009 ;
pum. setPUM(5, 0, (CENTER - 100)):
delay{1000);
home i)

m

YTe maximum)

Arduine Uno on COM4
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The code is very simple; the setup () function establishes your access to the servo
shield and the loop simply takes in a command from the serial port, and when it sees
from the Serial Monitor tab, it moves the front leg up and down three times.

You can really take advantage of the SW that is available out there, as there is a set
of SW capabilities that have been created by enterprising individuals that will allow
your quadruped robot to do a number of different actions based on the input from
the serial port. One example is at letsmakerobots.com/node/35354 and another at
blog.oscarliang.net/arduino-quadruped-robot-stalker/.

Summary

You have learned how to control a single servo and an entire set with a servo control
shield. Now you can not only build robots that role, but you can also build robots
that walk. You know how to easily add even more servos to act as arms, or any
number of other functions. However, your robot really can't sense the outside world
yet, and is reliant entirely upon someone to control it.

In the next chapter, you'll add sensors so that your robot can avoid/find obstacles
and other objects.
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Avoiding Obstacles
Using Sensors

Now that your robot can move, it is important to make sure it won't run into walls or
other barriers. In this chapter, you'll learn the following topics:
* How to add sensors to your projects

* How to add a servo to your sensor

An overview of the sensors

Before you begin, you'll need to decide which sensors to use. You require basic
sensors that will return information about the distance to an object, and there are
two choices —sonar and infrared. Let's look at each.
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Sonar sensors

The sonar sensor uses ultrasonic sound to calculate the distance to an object. The
sensor consists of a transmitter and receiver. The transmitter creates a sound wave
that travels out from the sensor, as illustrated in the following diagram:

RN
RN

_-_ Sonar sensor

The device sends out a sound wave 10 times a second. If an object is in the path of

these waves, the waves reflect off the object. This then returns sound waves to the
sensor, as shown in the following diagram:

N
N

N
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The sensor measures the returning sound waves. It uses the time difference between
when the sound wave was sent out and when it returns to measure the distance to
the object.

Infrared sensors

Another type of sensor is a sensor that uses infrared (IR) signals to detect
distance. An IR sensor also uses both a transmitter and a receiver. The transmitter
transmits a narrow beam of light and the sensor receives this beam of light. The
difference in transit ends up as an angle measurement at the sensor, as shown in
the following diagram:

__.._."--Anglel "‘:.l AngIeZ

® e @ o

Transmitter Receiver Transmitter Receiver

The different angles give you an indication of the distance to the object.
Unfortunately, the relationship between the output of the sensor and the distance is
not linear, so you'll need to do some calibration to predict the actual distance and its
relationship to the output of the sensor. This will be discussed later in this chapter.
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Connecting a sonar sensor to Arduino

Here is an image of a sonar sensor, HC-SR04, which works well with Arduino:

! I('-"-.-._.' g et . 7]
&:‘E‘qrf; i ; \ ) s

These sonar sensors are available at most places that sell Arduino products,
including amazon. com. In order to connect this sonar sensor to your Arduino, you'll
need some of those female-to-male jumper cables that you used in the previous
chapters. You'll notice that there are four pins to connect the sonar sensor. Two of
these supply the voltage and current to the sensor. One pin, the Trig pin, triggers the
sensor to send out a sound wave. The Echo pin then senses the return from the echo.

To access the sensor with Arduino, make the following connections using the
male-to-female jumper wires:

Arduino pin Sensor pin
5V Vec

GND GND

12 Trig

11 Echo

Accessing the sonar sensor from the
Arduino IDE

Now that the HW is connected, you'll want to download a library that supports
this sensor. One of the better libraries for this sensor is available at https://code.
google.com/p/arduino-new-ping/. Download the NewPing library and then
open the Arduino IDE. You can include the library in the IDE by navigating to
Sketch | Import Library | Add Library | Downloads and selecting the NewPing
ZIP file. Once you have the library installed, you can access the example program
by navigating to File | Examples | NewPing | NewPingExample as shown in the
following screenshot:
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sketch_apr21a | Arduino 1.0.5-r2
Edit Sketch Tools Help

New Ctrl+N m
Pt Ctrl+0
Sketchbook » [~
01Basics B
Examples »
»
Close Crl+W 02.Digital
»
Save Cirl+S 03.Analog o
L3
Save As... Ctrl +Shift+S 04.Communication
»
Upload Ctrl+U gzgmmml
»
Upload Using Programmer  Ctrl+Shift+U e.nsors
07.Display 3
Page Setup Ctrl+Shift+P 08.Sirings .
Print Curl+P 09.UsB .
i >
Preferences @llCamme 10.5tarterKit
ArduinoISP
Quit Ctrl+Q
LCD4884 3
NewPing 4 NewPingl5Sensors

NewPingEventTimer
NewPingExample

AdafruitServoDriver *

EEPROM L4 )
TimerExample

Esplora v

Ethernet b

Firmata 4

GSM L3

You will then see the following code in the IDE:

NewPingExample | Arduino 1.0.5-r2
File Edit Sketch Tools Help

00 BHH

NewFingExample

7
/¢ Example NewPing library sketch that does a ping about 20 times per second.
I

#include <NewPing.h>

#define TRIGGER_PIN 12 // irduino pin tied to trigger pin on the ultrasonic sensor.

#define ECHO_PIN 11 /¢ Arduino pin tied to echo pin on the ultrasonic sensor.

#define MaX DISTANCE 200 // Maximum distance we want to ping for (in centimeters). Maximm sensor distance is rated at 400-500cm.
NewPing zonar (TRIGGER_PIN, ECHO_PIN, MAX DISTANCE): // NewPing setup of pins and maximun distance.

void setup() {

Serial.begin(115200); // Open serial monitor at 115200 baud to see ping results.

woid loop () {

delay(s0); S/ Wait 5S50ms between pings (about 20 pings/sec). 2Z5ms should be the shortest delay between pings.
unsigned int w8 = sonar.ping(); /¢ Send ping, get ping time in microseconds (u3).
Serial.print("Ping: ™):

Serial.print(u$ / US_ROUNDTRIP_CM}; // Conwvert ping time to distance in cm and print result (0 = outside set distance rangs)
Serial.println{"cm");
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Now, upload the code to Arduino and open a serial terminal by navigating to Tools
| Serial Monitor in the IDE. Initially, you will see characters that make no sense; you
need to change the serial port baud rate to 115200 baud by selecting this field in the

lower-right corner of Serial Monitor, as shown in the following screenshot:
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9600 baud
14400 baud
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Now, you should begin to see results that make sense. If you place your hand in
front of the sensor and then move it, you should see the distance results change, as
shown in the following screenshot:
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Autoscroll

You can now measure the distance to an object using your sonar sensor.

:Nolineendin_q = |
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Connecting an IR sensor to Arduino

One popular choice is the Sharp series of IR sensors. Here is an image of one of the
models, Sharp 2Y0A(2, which is a unit that provides sensing to a distance of 150 cm:

To connect this unit, you'll need to connect the three pins that are available on the
bottom of the sensor. Here is the connection list:

Arduino pin Sensor pin
5V Vee

GND GND

A3 Vo

Unfortunately, there are no labels on the unit, but there is a data sheet that you
can download from www.phidgets.com/documentation/Phidgets/3522 0
Datasheet .pdf. The following image shows the pins you'll need to connect:

V

(4]

GND Ve
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One of the challenges of making this connection is that the female-to-male connection
jumpers are too big to connect directly to the sensor. You'll want to order the
three-wire cable with connectors with the sensor, and then you can make the
connections between this cable and your Arduino device using the male-to-male

jumper wires. Once the pins are connected, you are ready to access the sensor via
the Arduino IDE.

Accessing the IR sensor from the
Arduino IDE

Now, bring up the Arduino IDE. Here is a simple sketch that provides access to the
sensor and returns the distance to the object via the serial link:

& IRSensor | Arduino 1.0.5-r2 (o || =3 | &=
File Edit Sketch Tools Help

IRSensar &

int inmputPin = 3;
float inWalue;
float distance:

void setup() {
Serial.begin(9s00) ;
Serial.println{"3tarting Reading™);
i

void loop () {
inWalue = analogReadinputPin) ;
distance = 30431 * pow(inValue, -1.169);
Serial.print("Distance = ");
Serial.println{distance);
delay(l00)

Binary sketch size: 5,216 bytes (of a ’56 byte maximum)

Arduine Uno on

The sketch is quite simple. The three global variables at the top set the input pin to
A3 and provide a storage location for the input value and distance. The setup ()

function simply sets the serial port baud rate to 9600 and prints out a single line to
the serial port.
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In the 1oop () function, you first get the value from the A3 input port. The next
step is to convert it to a distance based on the voltage. To do this, you need to
use the voltage to distance chart for the device; in this case, it is similar to the
following diagram:

3 [ I I I
—#— White paper (Reflectance ratio : 90 %)
23 ’( © 9 -+ Gray paper (reflectance ratio : 18 %) |
.
o
an
“E /
ERE
H / h
S 1 N
/ ‘\"\mﬂ
P
0.5
0
0 10 20 30 40 50 60 70 &0 90 100 110 120 130 140 150
Distance to reflective object L [cm)

There are two parts to the curve. The first is the distance up to about 15 centimeters
and then the distance from 15 centimeters to 150 centimeters. This simple example
ignores distances closer than 15 centimeters, and models the distance from 15
centimeters and out as a decaying exponential with the following form:

constant *1input value - exponential value

Thanks to teaching.ericforman.com/how-to-make-a-sharp-ir-sensor-
linear/, the values that work quite well for a cm conversion in distance are 30431
for the constant and -1.169 as the exponential for this curve.
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If you open the Serial Monitor tab and place an object in front of the sensor, you'll
see the readings for the distance to the object, as shown in the following screenshot:

D com4 =N HoN =5

| | Send |

Distance = 32.20 -
Distance = 34.348
Distance = 34.4%
Distance = 33.42
Distance = 33.89
Distance = 33.54
Distance = 33.42
Distance = 33.54
Distance = 33.77
Distance = 33.42
Distance = 33.89
Distance = 33.42
Distance = 33.89
Distance = 33.89
Distance = 33.89

al

V| Autoscroll Mo line ending 9600 baud -

By the way, when you place the object closer than 15 cm, you should begin to see
distances that seem much larger than should be indicated. This is due to the voltage
to distance curve at these much shorter distances. If you truly need very short
distances, you'll need a much more complex calculation.

Creating a scanning sensor platform

While knowing the distance in front of your robotic project is normally important,
you might want to know other distances around the robot as well. One solution is to
hook up multiple sensors, which is quite simple. However, there is another solution
that may be a bit more cost effective. Instead of multiple sensors, you can place a
single sensor on a servo and then use the concepts that you learned in Chapter 7,
Controlling Servos with Arduino, to move the servo and allow the sensor to scan a set
of different distances.

To create a scanning sensor of this type, take a sensor of your choice (in this case,
I'll use the IR sensor) and mount it on a servo. I like to use a servo L bracket for this,
which is mounted on the servo Pas follows:
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You'll need to connect both the IR sensor (as described earlier in this chapter) as well
as the servo to Arduino (as explained in Chapter 7, Controlling Servos with Arduino).

Now, you will need some Arduino code that will move the servo and also take the
sensor readings. The following screenshot illustrates the code:

basicServalR | Arduino 1.0.5-12 =N =

File Edit Sketch Tools Help

00 HEH 2]
-]

hasicServolR

#include <fervo.h> -
Serve servar

int servoPin = 11;

int angle = O;

int inputPin = 3;

float inValue;

float distance;

void setup ()

{
servo. attach(servobin) ;
Serial.begin(9600) ;
Serial.princin{"Set dngle 0 to 1807);

H

woid loop()
!
if (Serial.available(})
{
char str[10]:
angle = Serial.parselnt{):
itoa(angle, str, 10;
Serial.printin("Angle ”):
Serial.println(str);
if {angle >= 0 &5 angle <= 180)
{
servo.urite (angle) :
delay(1000) ;
inValue = analogReadiinputPin);
distance = 30431 * pow(inValue, -1,169);
Serial.print("Distance = ");

Serial.println|distance);
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The preceding code simply moves the servo to an angle and then prints out the
distance value reported by the IR sensor. The specific statements that may be of
interest are as follows:

servo.attach (servoPin) ;: This statement attaches the servo control to the
pin defined

servo.write (angle) ;: This statement sends the servo to this angle

invalue = analogRead (inputPin) ;: This statement reads the analog input
value from this pin

distance = 30431 * pow(invalue, -1.169) ;:This statement translates
the reading to distance in centimeters

If you upload the sketch, open Serial Monitor, and enter different angle values, the
servo should move and you should see something like the following screenshot:

COM34 E@
| Send |

Set Angle 0 to 180
Angle

a

Distance = 32.20
Angle

50

Distance = 146.57

V| Autoscroll Mo line ending w9600 baud w

Summary

Now that you know how to use sensors to understand the environment, you can
create even more complex programs that will sense these barriers and then change
the direction of your robot to avoid them or collide with them. You learned how to
find distance using sonar sensors and how to connect them to Arduino. You also
learned about IR sensors and how they can be used with Arduino.

In the next chapter, you'll learn how to add even more interesting sensors, such as a
digital compass, so that you can plan your travel routes even more efficiently.
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Your projects may want to do more than just avoiding barriers. In this chapter,
we'll go through the following topics:

* How to add a digital compass so that your projects can sense direction.

* How to add an accelerometer/gyro to your project so that you can sense
the tilt and movement of your projects.

* How to add an altimeter/pressure sensor to your project so that you can
sense your altitude. These can also be useful in weather prediction.

Connecting a digital compass to Arduino

One of the important pieces of information that might be useful for your robot is

its direction of travel. This could be given by a GPS unit, and we will cover how to
connect one of those in Chapter 11, Using a GPS Device with Arduino. However, a GPS
unit can be expensive, and it often doesn't work well inside buildings, because the
GPS satellite signals don't penetrate buildings well. So, let's learn how to hook up a
digital compass to Arduino.
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There are several chips that provide digital compass capability; one of the most
common ones is the HMC5883L 3-Axis Digital Compass chip. This chip is packaged
onto a module by several companies, but almost all of them result in a similar interface.
Here is a picture of one by a company called SainSmart, and it is available at a number
of online retailers:

- = s

This type of digital compass uses magnetic sensors to discover the earth's magnetic
field. The output of these sensors is then made accessible to the outside world
through a set of registers that allow the user to set things such as the sample rate
and continuous or single sampling. The x, y, and z directions are output using
registers as well.

The connections to this chip are straightforward; the device communicates with
Arduino using the 12C bus, a standard serial communications bus.

The I2C interface is a synchronous serial interface and provides
*  more performance than an asynchronous Rx/Tx serial interface.
The SCL data line provides a clock, while the data flows on the
SDA line. The bus also provides addressing so that more than one
device can be connected to the master device at the same time.
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On the back of the module, the connections are labeled as follows:

The following are the connections that you'll need to make between Arduino and
the device:

Arduino pin Sensor pin
5V 5V

GND GND

A5 SCL

A4 SDA

Notice that you will not connect the 3.3V or DRDY (data ready) lines. Our Arduino
supplies power through the 5V line instead of the 3.3V line, and the DRDY line is not
needed by this library. Now, you are ready to talk with the device using the IDE.

Accessing the compass from the
Arduino IDE

The first step in accessing the compass capability from the IDE is to install a library.
Finding a library that supports the module is a bit difficult, but one that works

well is available at www.emartee.com/product /42254 /HMC5883L%203%20Ax1s%20
Digital%20Compass%20Module.
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The following are the steps to install the library and run the example:

1. Select the Arduino Library for HMC5883L link on the previously mentioned
page, and it will take you to a set of library selections.

2. You need to select the HMC5883L / HMC5883L Library For Arduino.rar
link at the bottom of this page, and it will download a . rar file that holds
the library.

Unzip this file into the 1ibraries directory of your Arduino installation.

Now, bring up the Arduino IDE and select the Examples option under the
File menu, and you should be able to select the HMC5883L library example,
as shown in the following screenshot:

sketch_apr23a | Arduino 1.0.5-12 = Eon [~
[File] Edit Sketch Tools Help
New Ctrl+N 01.Basics 3
Open... Ctrl+0 02.Digital b
Sketchbook » 03.Analog »
Examples » 04.Communication *
Close Ctrl+W 05.Control 3
Save Ctrl+S 06.Sensors »
Save As.. Ctrl+Shift+S 07.Display v
Upload Ctrl+U 08.5trings 3
Upload Using Programmer Ctrl+Shift+U 08.UsB .
10.5tarterKit 4
Page Setup Cirl+Shift+P ArduinolSP
Print Ctrl+P
LCD4884 3
Preferences Ctrl+Comma NewPing 5
Quit kA, AdafruitServoDriver *
EEPROM 3
k Esplora 3
Ethernet 3
Firmata 3
GSM 3
HMC5883L 4 HMC5883L_Example
LiquidCrystal 4
3

Robot_Control

5. Once you have selected this example, upload it to your Arduino and open
the Serial Monitor. You may have to resize the monitor to get a good look at
the results, but you should see something similar to the following screenshot:
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The raw data is the x, y, and z data that is coming directly from the compass and is
related directly to the earth's magnetic field. The scaled values are those that are
scaled to reflect true north. The Heading value is expressed in degrees and radians.
Now, you can add direction to your project! As you move the device around, you
should see the Heading value change. These readings should give you an indication
of the heading of your project. This is very useful to help you give direction to your
robotic projects. However, you may want to use even more information, such as
speed and tilt. Fortunately, there are sensors for this as well.

Connecting an accelerometer/gyro to
Arduino

The ability to measure speed and tilt is important in many robotic applications. You'll
need to add an accelerometer/ gyro sensor for this. This device measures the tilt using
very small gyros, devices that spin and resist changes in orientation. When these
changes occur, the resistance to change can be measured. The device also measures
movement using an accelerometer. An accelerometer measures movement in one
direction using very small (MEMS) machines that respond to motion by outputting a
small signal.

Providing this information can help you know how your device is moving.
Fortunately, there are chips that can provide this functionality. One of them is
the MPU-6050 chip, which provides a complete set of information on movement,
including the acceleration and tilt. There are several different manufacturers who
place this chip on a small board accessible from Arduino.
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One of these is the SparkFun version, the SparkFun SEN-11028, available at
sparkfun.com. It is shown in the following image:

The interface to the board is quite simple, with only one issue. One of the ways

to connect this particular chip is to solder header pins to the board to connect the
jumper wires to Arduino. You can purchase these at sparkfun. com as well; just
search for the Arduino stackable header, 8-pin version. Once the header is soldered,
the device will look as follows:
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Now, you can use a male-to-male jumper cable to connect between Arduino and the
board. The following table shows the connections:

Arduino pin Sensor pin
3.3V VDD

GND GND

A5 SCL

A4 SDA

3.3V VIO

You'll notice that you need to make two connections to the 3.3V supply, so you may
want to create a male-to-male jumper cable with two connections on one end. This
can be done using three male-to-male cables. For this, we need to cut off one end
and strip back the insulation, then solder the three cables together, and then wrap the
solder connection in electrical tape.

Accessing the accelerometer from the
Arduino IDE

Now that the two devices are connected, you'll need to bring up the Arduino IDE
and add a library so that you can access the functionality from the SW. Follow
these steps:
1. Gotogithub.com/jrowberg/i2cdevlib and look on the right-hand side of
the page for the download link. This will download the entire library.

. From the SparkFun page on the device at www.
sparkfun.com/products/11028, you'll find a GitHub
s repository that supports not only this device, but a
number of devices that use the I2C interface.
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2. Now, you should unzip the file to a handy location; I unzipped mine in
the Downloads directory. What you want is just the files associated with
Arduino, so go to the directory that supports those files, as shown in the
following screenshot:

Downloads » i2cdevlib-master » i2cdevlib-master » Arduino »
Share with ~ Burn New folder
Name : Date modified Type
_Stub 4/23/2014 4:56 PM File folder
AD7746 4/23/2014 4:56 PM File folder
ADS1115 4/23/2014 4:56 PM File folder
ADXL345 4/23/2014 4:56 PM File folder
AKBIT75 4/23/2014 4:56 PM File folder
BMA150 PM File folder
BMPO85 PM File folder
DS1307 PM File folder
HMC5843 PM File folder
HMC5883L PM File folder
[2Cdev PM File folder
[AQ2000 56 PM File folder
ITG3200 4 PM File folder
L3G4200D 4 56 PM File folder
LM73 4, 56 PM File folder
MPR121 4f PM File folder
MPUB050 4 56 PM File folder
55D1308 4 56 PM File folder
TCAB424A 4/23/2014 4:56 PM File folder

3. Even though you won't need all of these libraries right now, you can just
copy all of these to your Libraries directory of your Arduino for future use.
You'll notice, by the way, that there is a duplicate of the #EMc5883L library
you installed earlier, so you can decide to merge these directories.

4. Once you have these directories installed, bring up the Arduino IDE. Before
you bring up the example program for the device, open the Serial Monitor and
set the baud rate to 38400. Now, bring up the example program that reads
the raw values of the accelerometer and gyro by navigating to Examples |
MPU6050 | Examples | MPU6050_raw, as shown in the following screenshot:
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This will open a sketch that provides the code to read the raw data from your sensor.
When you upload the code and open the Serial Monitor, you should see something
similar to the following screenshot:
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The first three numbers are the x, y, and z raw accelerometer readings, and the

last three are the X, y, and z angle readings from the gyroscope. If you mount the
device flat in your project, the x, y, and z readings would be associated with the
yaw, pitch, and roll of the device respectively. As you move the device around, you
should see these readings change. This data can then be used to sense when your
device is moving, in what direction, and how it is positioned. The device has a lot

of capabilities, including the ability to calibrate itself so that a particular position is
the "zero" position. For more information about these capabilities, feel free to look at
both example programs provided by the library. In Chapter 13, Robots That Can Fly,
you'll learn how to use this device in a quad-copter application.

Connecting an altimeter/pressure sensor
to Arduino

The final sensor that you'll learn about in this chapter is the altimeter/pressure sensor.
An altimeter measures the barometric pressure, and as this pressure decreases with
rising elevation, it can indicate elevation. This is particularly useful when you want

to build a robot that can fly. First, you'll need to select a device. One device that can
provide this information is the SainSmart BMP085 Module Digital Barometric Pressure
Sensor, available at many online retailers. It looks as follows:

It looks very similar to the digital compass, and just like the earlier two devices,
it connects via the I2C interface. You can even use the same libraries you just
downloaded for the accelerometer/gyro for I12C support.
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The connections between Arduino and the device will be the same as the digital
compass, as demonstrated in the following table:

Arduino pin Sensor pin
5V 5V

GND GND

A5 SCL

A4 SDA

The connections, just like those of the digital compass, are clearly marked on the
back of the device, and you can use female-to-male jumpers to make the connections.

Accessing the altimeter/pressure sensor
from the Arduino IDE

The following are the steps associated with connecting this device to Arduino:

1. The first step in accessing the device is to download the appropriate library.
Here, you have a choice. You can use the library described in the Connecting
an accelerometer/gyro to Arduino section, or you can download a library just for
this device. The library supplied for the accelerometer/gyro is a more general
library designed to communicate with many different I2C devices. The
library for this device supports only this device. If you want to download
the library for this device, go to www.sainsmart.com/sainsmart-bmp085-
digital-pressure-sensor-module-board.html and select the Download
Link selection at the bottom of the link. This will download a . rar file that
will include an example sketch. I personally prefer to use the I2C library
version; it is more up to date, so I will follow that example here.

[133]


www.sainsmart.com/sainsmart-bmp085-digital-pressure-sensor-module-board.html
www.sainsmart.com/sainsmart-bmp085-digital-pressure-sensor-module-board.html
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2. Open the example by navigating to File | Examples | BMP085 | Examples |
BMPO085_basic, as shown in the following screenshot:

sketch_apr24a | Arduino 1.0.5-r2 10.5tarterkit 8
[File] Edit Sketch Tools Help ArduinolSP
New <Lk LCD4884 5
Open.. ik NewPing v
Sketchbook »
Examples » AdafruitServaDriver *
Close Ctrl+=W ADS1115 3
Save Ctrl+S ADXL345 ’
Save As... Ctrl+Shift+5S AK8975 v
Upload Ctrl+U BMA150 v
Upload Using Programmer Ctrl+Shift+U BMP085 ' Examples * BMPO85_basic
Ds1307 3
Page Setup Ctrl+Shift+P CEPROM q
print ok Esplora 3
Preferences Ctrl+Comma Ethernet >
Firmata ’
Quit Ctrl+Q GSM R
HMC5843 3
i HMC5883L b
IAQ2000 3
ITG3200 3
L3G4200D 3
LiguidCrystal 4
MPUB050 3
Robot_Control ’

3. You should now set the Serial Monitor baud rate to 38400 if you haven't
already done so, as this is the baud rate set by the example program. Now,
you can upload the sketch of Arduino, and when you open the Serial
Monitor, you should see something similar to the following screenshot:
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| £ | COM34 E@
Send

T/B/L  24.30  83222.00 1629. 68 <
T/B/L  24.90  83222.00 1629.68
T/P/L  24.90  83228.00 1629.09
T/B/R  24.90 83226.00 16259.29
T/B/R  24.90 83221.00 1629.78
T/B/R  24.90 83222.00 1629. 68
T/B/R  24.90  83217.00 1630.16
T/B/L  25.00 83224.00 1629.48
T/B/L  24.90  83220.00 1629.87
T/B/L  25.00 83221.00 1629.78
T/B/L  25.00 83221.00 1629.78
T/B/L  25.00 83225.00 1629.38
T/B/R  25.00 83223.00 1629.58
T/B/R  25.00 83223.00 1629.58
T/B/R  25.00 83230.00 1628.90

il

V| Autoscroll MNo line ending  + | 38400 baud =

You can see not only the altitude, but the temperature and pressure as well. Now,
this altitude is not an absolute value, but a relative one. It will change with a change
in weather, as the barometric pressure is dependent on weather pattern changes.
This particular reading is, therefore, really only useful when you want to measure
the relative changes in altitude, for example, when you want to know how far your
flying project has either gone up or done from a reference position.

Summary

There are many more sensors that we could have covered in this chapter, but
hopefully, you have a feel of how you might be able to add them after following
the instructions for these sensors. Your robot should now have lots of possible
capabilities, but you are still tethered to the computer.

In the next chapter, you'll learn how to communicate with your robot wirelessly
so that it won't need a cable to accept commands.
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Going Truly Mobile — the
Remote Control of
Your Robot

Now that your robot is mobile and has several ways of sensing the outside world,
you'll want to disconnect it from the tether cable that you have been using to
communicate with it. In this chapter, you'll learn how to communicate wirelessly
with your robot. Depending on your choice of method, you'll be able to communicate
across the room or across a distance of up to a mile. Specifically, we'll cover the
following topics:

* Connecting Arduino to a simple radio frequency (RF)
transmitter /receiver pair

* Connecting Arduino to an XBee transmitter/receiver pair
* Connecting Arduino to a Bluetooth transmitter/receiver pair

* Connecting Arduino to a Wi-Fi network using a Wi-Fi shield

As your Arduino will now be remote, you'll need to power it with an external source.
Your Arduino will need at least 250 mA, but you might want to consider providing
500 mA to 1 A based on your project. To supply this from a battery, you can use

one of several different choices. One choice is a 4 AA battery pack, like the one used
to power the DC motors on the wheeled robot in Chapter 6, Controlling DC Motors.
Alternatively, you can also use an RC LiPo 2S battery, like the one you used to power
the quadruped robot in Chapter 7, Controlling Servos with Arduino.
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You can also use a simple USB battery, like the ones used to charge cell phones
during an emergency, as shown in the following image:

Connecting a simple RF interface to
Arduino

Let's start by connecting to Arduino with a simple RF interface. For this exercise,

it will be easiest if you connect your development machine to Arduino with an RF
interface and then connect to another Arduino with a similar RF transceiver. There
are some very inexpensive modules available at online retailers such as ebay . com,
but you will need to be a bit careful and watch what frequency your devices use, as
they may violate your country's frequency usage rules. Each country regulates who
can use what frequencies. For more information, visit www.wired.com/2010/09/
wireless-explainer/. For example, 433 MHz is fine for Europe, but can't be used
in the US unless you have the proper amateur radio license. 915 MHz is available in
the US but not in Europe. 2.4 GHz is fine in either case, so you might want to go with
a transceiver that operates at 2.4 GHz.
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The following is an image of a 2.4 GHz device, which is the nRF24L01+ 2.4 GHz
wireless transceiver, available at many online retailers, including amazon. com:

You will want to purchase two of these devices. Initially, to try the example, connect
each of the pair to your Arduino. You will also need to connect each device to a

host computer so that you can monitor the Serial Monitor port. Eventually, when
you have the system up and working, disconnect one of the devices from the host
computer and connect it to a battery so that it can run without a host connection. To
connect the devices to Arduino, connect to the pins on the back of the device. The
following is an image of the connections on the back of the device:
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The following table shows the connections between the device and Arduino:

Arduino pin Receiver pin
5V 5V
GND GND
12 MISO
11 MOSI
13 SCK
8 CE
CSN

Connect the second Arduino in the same way as the first. Now, you are ready to
access two Arduino IDEs, one for each of these two Arduinos.

Enabling a simple RF interface in the
Arduino IDE

Let's start with Arduino that will receive the RF signal. You'll need to plug it into the
host computer via a USB cable in order to upload a program. In order to debug both
of these devices, you will also need two computers, one to run an Arduino IDE for
both the transmit and receive device. You can also do this with a single computer
and two USB ports (for more information on how to do this, visit http://forum.
arduino.cc/index.php?topic=407.0). However, once you've created the program,
you can disconnect the remote Arduino from the computer and power it from a
battery. In this example, you'll use the example programs from the library to send
data from the client (Arduino connected to the PPC) to the server (the standalone
Arduino) and then have it echo back.

As you did earlier, you'll first need to install the library. There are a couple of
possible libraries, but the one that is the most full featured is the RF24 library, which
is available at https://github.com/maniacbug/RF24/. To get the full library, select
the Download ZIP button on the right side of the screen. Unzip the archive into a
directory and then copy the directory to the libraries directory of your Arduino
installation. You'll also need to rename this directory; I renamed mine rRr24. To do
this demo, you'll need two host computers, one for each RF device.

[140]



http://forum.arduino.cc/index.php?topic=407.0
http://forum.arduino.cc/index.php?topic=407.0
https://github.com/maniacbug/RF24/

Chapter 10

On both computers, open the Arduino IDE and bring up the server code by

navigating to File | Examples | RF24 | GettingStarted, as shown in the

following screenshot:

TUST
sketch_apr28a | Arduino 1.0.5-r2 ArduinolSP
[File) Edit Sketch Tools Help
LCD4384 4
New Ctrl+N R
NewPing 4
Open... Ctrl+O
Sketchbook 0 AdafruitServoDriver *
Examples 4 ADS1115 4
Close Ctrl+W ADXL345 4
Save Ctrl+S AKB8975 4
Save As... Ctrl+Shift+S BMA150 4
Upload Ctrl+U BMPO85 4
Upload Using Programmer Ctrl+Shift+U Ds1307 4
i EEPROM 4
Page Setup Cirl+Shift+P
A Esplora 4
Print Ctrl+P B
Ethernet » GettingStarted
Preferences Ctrl+Comma Firmata o led_remote
B GSM 4 nordic_fob
Quit Ctrl+Q B B
HMC5843 r pingpair
HMC5883L r pingpair_dyn
TAQ2000 » pingpair_irg
ITG3200 o pingpair_maple
L3G4200D 4 pingpair_pl
LiguidCrystal » pingpair_sleepy
Mirf ¥ scanner
MPUB050 » starping
RF24 ¥ tests L4

This Arduino will now have the code to configure the interface. When you bring up
Serial Monitor, you should see something like the following screenshot:

COM19

=8 R ==

ROLE: Pong back
*%% PRE3SS "I' to
STATUS
RX_ADDR_PO-1
RX_RDDR_P2-5
TX_LDDR

RX_EW _PO-§
EN_RA
EN_R¥ADDR
RE_CH

RE_SETUF
CONFIG
DYNED/FERTURE
Data Rate

Model

CRC Length

FA Power

BF24/examples/GettingStarted/

begin transmitting to the other node
= 0x0c RX_DR=0 TX_DS=0 MAX_RT=0 R¥_PF_NO=7 TH_FULL=0
= OxeTeTeTeTe? Oxf0£0£0£0d42

= 0xc3 Oxcd Oxch Oxch

= 0xeTeTeleTe’l

= 0x00 0x20 0x00 0x00 Ox00 O0x00

= 0x3f

= 0x03

= Oxdc

= 0x07

= 0x0f

= 0x00 0x00

= 1MBPS

nRF24L01+

= 16 bits

= PA_HIGH

Autoscroll

‘Mo line ending ¥ | 57600 baud
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This shows the configuration of the first device. If you receive 0 for all values, you
probably have your device connected incorrectly. Initially, this first device will be
in receive mode, listening for a message, and when it receives one, it will send this

message back to the sender.

Now, do the exact same thing on the second Arduino. The code you have will run
and will also be waiting to send some information. On this second device, type the
character T in the input field at the top of Serial Monitor and then hit Send. Now,
you should begin to see the results on the send Serial Monitor, as shown in the

following screenshot:

CoM19

Now sending 4592869...
Now sending 4593892..
Now sending 4594916...
Now sending 4595340..
Now sending 4596968..
Now sending 4597991...
Now sending 4599020..
Now sending 4600075..
Now sending 4601125...
Now sending 4602148..
Now sending 4603172..
Now sending 4604196...
Now sending 4605219..
Now sending 4606243...
Now sending 4607267..
Now sending 4608291..
Now sending 4608314...
Now sending 4610338..
Now sending 4611362..
Now sending 4612385...
Now sending 4613409..

ok...
-ok...
ok...
-ok...
-.ok...
ok...
-ok...
-ok...
ok...
-ok...
ok
..Got
). S
ok...
-ok...
-ok...
ok...
-ok...
-.ok...
ok...
-ok...

Got
Got
Got
Got
Got
Got
Got
Got
Got
Got
Got

Got
Got
Got
Got
Got
Got
Got
Got
Got

response
response
response
response
response
response
response
response
response
response
response
response
response
response
response
response
response
response
response
response
response

45928639,
4593892,
4534914,
4595840,
4596968,
4597991,
4593020,
4600075,
4601125,
4602148,
4603172,
4604138,
4605218,
4606243,
4607267,
4608291,
4608314,
4610338,
4611362,
4612385,
4613403,

round-trip delay:
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay: 2
round-trip delay: 53
round-trip delay:
round-trip delay:
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay
round-trip delay:

1

Autoscroll

No line ending ~ :576UU baud

If you check the first device's Serial Monitor tab, you should see that it is
now receiving the sending device's message. It should look something like
the following screenshot:

Got payload 4621635..
Got payload 4622658..
Got payload 4623695..

Got payload 4629909..
Got payload 4630237..
Got payload 4631361

Got payload 4636033..
Got payload 4637107..
Got payload 463814%..
Got payload 4639194..
Got payload 4640218..
Got payload 4641242..

.Sent response.
.Sent response.
.Sent response.
...5ent response.
...Sent response.
.Sent response.
.Sent response.
...Sent response.
.Sent response.
.Sent response.
.Sent respense.
.Sent response.
.Sent response.
.Sent respense.
.Sent response.
.Sent response.
.Sent respense.
.Sent response.
.Sent response.
.Sent respense.

il

Autoscroll

(Mo line ending ¥ | | 57600 baud v

R EER—
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Now, you can disconnect the receive Arduino; it will retain this program and run it

each time the unit is powered on. Connect this Arduino to a battery by plugging the
battery GND and VCC to the GND and VIN pins on this receive Arduino. If you are
using a cell phone's USB charger, you can connect it to the USB port on Arduino, as

shown in the following image:

The LED on the receive Arduino should be flashing, indicating that the two
Arduinos are communicating.

To change the code to send a command byte, look for the following code
that gets the milliseconds from the time function and sends it out to the
other Arduino:
// Take the time, and send it. This will block until
complete
unsigned long time = millis();
printf ("Now sending %lu...",time);

bool ok = radio.write( &time, sizeof (unsigned
long)) ;

Now, change the code on the sending Arduino so that instead of sending

the time, it sends a command byte that you define. Then, on the receive
~" Arduino, look for the following code:

// Grab the response, compare, and send to debugging
spew

unsigned long got_ time;

radio.read( &got_ time, sizeof (unsigned long) );

// Spew it

printf ("Got response %lu, round-trip delay: %$1lu\
n\r",got_time,millis()-got_time) ;

Finally, change this code to take the command byte that you defined and
then trigger some action.
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Connecting an XBee interface to Arduino

One of the most popular and well-documented ways of connecting to Arduino via an
RF connection is to use an XBee device. This device uses a technology called ZigBee,
and it is made for long-range wireless communications. These types of devices can
work up to a range of 1 mile.

The ZigBee standard is built upon the IEEE 802.15.4 standard, a standard that was
created to allow a set of devices to communicate with each other to enable low data
rate coordination of multiple devices.

The other standard that you might hear as you try to purchase or use devices

like these is XBee. This is a specific company's implementation, Digi, of several
different wireless standards with standard hardware modules that can connect in
many different ways to different embedded systems. They make several devices
that support ZigBee standard. The following image shows the type of device that
supports ZigBee attached to a small XBee-specific shield that provides a USB port:

The advantage of using this device is that it is configured to make it very easy to
create and manage a simple link between two XBee series 1 devices. To make this
work, you'll need the following four items:

* Make sure you have two XBee devices that support ZigBee series #1.

* You'll also need to purchase a small XBee-specific shield that provides a USB
port connection to one of the two devices. This will provide communication
from a host computer.
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*  You'll also need to buy a shield that plugs into your Arduino so that you
can interface with the XBee devices. The following is an image of the shield
plugged into Arduino with the XBee device plugged in:

Now, let's start to configure your two devices to talk. You'll need to configure both
devices by plugging them into your host computer. Plug one of the devices into
the small XBee-specific USB shield and then connect the shield to your personal
computer. Your computer should find the latest drivers for the device. You should
see your device when you select the Devices and Printers selection from the Start
menu, as shown in the following screenshot:

4 Unspecified (1)

FT232R USE
UART

/ 10 items
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The device is now available to communicate via the IEEE 802.15.4 wireless
interface. We could set up a full ZigBee-compliant network, but we're just going to
communicate from one device to another directly. So, we'll just use the device as a
serial port connection. Double-click on the device and then select the Hardware tab;
you should see the following screenshot:

- FT232R USB UART Properties =

General | Hardware

FT232R USB UART
—

Device Functions:

Name Type

§ USB Serial Converter Universal Seri

5 ernal Port orts
Y27 USB Serial Port (COM20) P COM&L

Device Function Summary
Manufacturer FTDI
Location: Port #0001 Hub_#0007

Device status:  This device is working properly.

‘ Properties

[ OK l | Cancel | Apply

Note that the device is connected to the COM20 serial port. We'll use this to
communicate with the device and configure it. You can use any terminal emulator
program; I like to use PuTTY. If you don't have PuTTY, you can download it from
www.chiark.greenend.org.uk/~sgtatham/putty/download.html. This will
provide an executable file that you can run to talk with and configure the devices.

Perform the following steps to configure the device:

1. Open up PuTTY and select the Serial selection and, in this case, the COM20
port. The following screenshot shows you how to fill in the PuTTY window:
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2. Configure the terminal window and set the following parameters:

o

ﬁ PUTTY Configuration
Category:

- Session
[ Logging
E|- Terminal
I - Keyboard
Bell
Features
= Window
Appearance
Behaviour
Translation
Selection
¢ e Colours
E| Connection
- Data
Proxy
Telnet
- Rlogin
[#-S8H
- Serial

%

Basic options for your PuTTY session
Specify the destination you wantto connectto

Serial line Speed
comzo 9600

Connection type: ) . )
(_JRaw () Telnet (JRlogin () SSH @) Serial

Load, save or delete a stored session

Saved Sessions

Default Settings Load
Linux Lab

Raspbery P

Close window on exit )
() Always (I Never (@) Only on clean exit

l Cpen I [ Cancel ]

Speed (baud) as 9600

Data bits as 8
Stop bitas 1
Parity as None

ﬂ PUTTY Configuration
Category:

[=l-Session

: - Logging

= Terminal

- Keyboard

.. Bell

-- Features

=-Window

-- Appearance

- Behaviour

- Translation

- Selection

- Colours

=-Connection

.. Data

- Proxy
Telnat

- Rlogin

[-SSH

- Serial

%

Options controlling local serial lines

Select a serial line

Serial line to connect to Ccomz0

Configure the serial line
Speed (baud) 9600
Data bits &

Stop bits 1

party
Flow control KONXOFF -

’ Open ] I Cancel
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3. Make sure that you also select Force on in the Local echo option and check
the Implicit CR in every LF and Implicit LF in every CR checkboxes
(available under the Terminal tab in the Category selection), as shown in the
following screenshot:

@ PuTTY Configuration Y
Category:
= ession Options controlling the terminal emulation
Logging Setwvarious terminal options
= Terminal
' --Keyboard | Auto wrap mode initially on
Bell DEC Crigin Mode initialty on
- Features ¥|Implicit CR in every LF
T Vindow | Implicit LF in every CR
H Appearance
. Behaviour | Use background colour to erase screen
Translation Enable blinking text
- Selection Answerbackto "E
i wColours PuTTY
—J- Connection
~Data Line discipline options
Proxy
. Telnet Local echo:
- Rlogin Auto @ Force on Force off
S5H Local line editing:
L. Serial @) Auto Force on Force off
Remote-controlled printing
Printer to send ANSI printer output to
-
| About | | Open ‘ | Cancel

4. Connect to the device by selecting Open.

5. Enter the following commands to the device through the terminal window:

EB COM20 - PUTTY = el S

[148]



Chapter 10

The ok response comes back from the device as you enter each command. The first
device is now configured. Remove it from the small XBee-specific shield and plug it
into the Arduino XBee shield.

Now, plug the second device into the small XBee shield and then plug it into the
PC. Note that it might choose a different COM port; go to the Devices and Printers
selection, double-click on the device, and select the Hardware tab to find the COM
port. Follow the same steps to configure the second device, except that there are
two changes. The ATMY value will be 2, and the ATDL value will be 1. The following
screenshot shows the terminal window for these commands:

£P CoM21 - PuTTY o=@ =

The two devices are now ready to communicate.
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Enabling an XBee interface in the
Arduino IDE

Let's first set up the Arduino IDE for XBee that will be connected to your Arduino.
Once you have connected all the shields to your Arduino, simply connect your
Arduino with the USB cable to one of the computers. Bring up the Arduino IDE and
then type in the following code into the sketch window:

XBeeReceive | Arduino 1.05-12 =N EoR =™

File Edit Sketch Tools Help

00 BEHB E
M

#BeeReceive

int data; -
int led = 13;

void setup () |
Serial.begin(9600)
pinMode (led, OUTPUT)
'

void loopi() {
if (Serial.awvailable() = 0)
{
data = Serial.read():

ifidata == 'l')
digitalllrite(led, HIGH);
ifidata == '0')

digitaliirite(led, LOW);

yyte maximum)

Arduing Uno on COM24
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This sketch is quite simple; you can turn on the on-board LED with remote
commands, 1 to turn it on and o to turn it off. Once you have compiled and uploaded
this code, disconnect the USB cable from the computer. You'll need to physically
change a switch setting on the wireless shield so that the device will now accept
commands from your XBee controller. It is on the opposite end of the shield and
looks like the following image:

3 3

CO0CO0O0

' A

-
m
=
-
>
r
.))
w
m
"~
™
"
-

When you are programming the device, you'll want this switch to be in the USB
location. When you are ready to communicate with the device, you'll want to
switch this to the MICRO setting. So, change it to the MICRO setting once your
sketch has finished compiling and uploading to Arduino. Then, connect your
Arduino to a battery.
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Now, connect the other XBee device via the small Xbee-specific USB shield to the
computer. Open PuTTY or any other terminal emulator window. Make sure that you
set the terminal emulator data rate to 9800 baud. In PuTTY, your configuration will

look like the following screenshot:

PuTTY Configuration
Categary:
T-Sesswon Basic options for your PuTTY session
i H Logging
4 Terminal Specify the destination you wantto connectto
! Keyboard Serial line Speed
. -Bell COoM11 9600
I 7 wl-:deue:‘ures Connection type:
T Raw Telnet Rlogin SSH @) Serial
: . Appearance
Behaviour Load. save or delete a stored session
- Translation .
- Selection Saved Sessions
: Colours Xbee
= Connection -
Default Settings Load
Eata LinuxLab [—]
-~ Froxy Raspberry Pi
Telnet  — S
Rlogin
ssn Delete
i Serial
Close window on exit
Always Never @) Only on clean exit
About | Open | | Cancel |
—

Now, open the terminal window. You should now be able to type 1 and the LED on
the remote Arduino will turn on. Typing 0 should turn off the LED. Your PuTTY
window should look like the following screenshot if you select Force on in the Local

echo option and if the Implicit CR in every LF and Implicit LF in every CR options
are checked:

Now, if your system is not working, there are a couple of ways to try and determine
what is going wrong. First and foremost, make sure Arduino is turned on and is
executing the correct code. Second, check to see that characters are being typed in the
PuTTY window. Third, check the baud rate of the PuTTY window:. If this is too high,

you will see characters come through the system, but they will not be interpreted
correctly on Arduino.
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Connecting a Bluetooth shield to Arduino

Another way of communicating wirelessly with Arduino is through a Bluetooth link.
Bluetooth is a standard communications protocol that also works at 2.4 GHz. To
read more about the Bluetooth protocol, visit http://www.bluetooth.com/Pages/
Fast-Facts.aspx. There are several possible ways to connect your Arduino using
Bluetooth, but the most reliable one is a Bluetooth shield, which is available at
www.adafruit.com. The following is an image of the shield:

Unfortunately, you'll need to solder header pins onto the shield to mount it on your
Arduino, but then, you'll need no additional connections. You'll also need a USB
module if you want to communicate with your PC. The following is an image of an
adapter that is also available at www.adafruit .com:

The learn.adafruit. com/introducing-bluefruit-ez-link/overview website
will lead you through the details of how to get the shield up and working, paired
with your Bluetooth dongle, and communicating with your other Bluetooth devices.
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Connecting a Wi-Fi shield to Arduino

The final method you might consider to connect your Arduino wirelessly is with a
wireless LAN shield. I will not cover Wi-Fi in detail, but rather just show you how
to connect to Wi-Fi and point you in the general direction. Wi-Fi is clearly the most
complex of the different ways to communicate, but it is a very common wireless
communication tool used today. To know more about Wi-Fi, visit www. squidoo.
com/what-is-wifi Oor www.radio-electronics.com/info/wireless/wi-£fi/
ieee-802-11-standards-tutorial.php.

In order to connect to a wireless network, you'll need a Wi-Fi shield. The following is
an image of the standard Arduino Wi-Fi shield:

Place the shield onto the Arduino Uno and you are ready to connect to a
wireless network.

Enabling the Wi-Fi shield in the
Arduino IDE

Now that the shield is attached, you can access the standard library examples for
Wi-Fi. Navigate to Examples | WiFi and you'll see a number of useful example
programs, as shown in the following screenshot:
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These are all very useful examples. Just to make sure that your shield works,
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you can select ScanNetworks. Run this program and open Serial Monitor. This
program scans for available networks and should show a set of networks that are

possible to connect to.

However, if you want to configure your Arduino as a Wi-Fi web server, you can
access it via the Internet and get or send information to your Arduino via the Wi-Fi
network. An excellent example to get you started is SimpleWebServerWiFi. Here,
you enter your SSID and password and you can turn on an LED. I would suggest
that you change the LED to pin 13, and you can then turn on and off the on-board

LED via the instructions at the top of the file.
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Connecting a GSM/GPRS shield to
Arduino

There is one more way to connect remotely with Arduino, and this is via a GSM/
GPRS shield. You'll also need access to a phone plan and a SIM card. I will not
cover this in this chapter, so for more information, visit arduino.cc/en/Guide/
ArduinoGSMShield.

Summary

As you now know, there are several useful ways of connecting wirelessly with your
Arduino. You can choose a simple, inexpensive RF interface, a long-range XBee
interface, or a standard interface such as Wi-Fi. Now, your robot can go untethered,
needing only an occasional battery charge to keep it up and running.

In the next chapter, you'll learn how to connect a GPS device to your Arduino so that
you can find out where you are and plan your next move.
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Using a GPS Device
with Arduino

You've got quite a set of tools now to build amazing robots. One part that is not yet
covered, however, is giving your robot an idea of where it is in the world. This is
particularly useful for autonomous robots that might have to travel long distances.
Keeping track of its location would be useful, so you can not only know where your
robot is, but also plan where it should go. In this chapter, you'll learn the following:

* How to connect a GPS device with Arduino using the I2C bus

* How to connect GPS capability using an Arduino shield

Let's get started with a brief GPS tutorial.

GPS tutorial

The Global Positioning System (GPS) is a system of satellites that transmits signals.
GPS devices use these signals to calculate a position. There are a total of 24 satellites
that transmit signals all around the earth at any given moment, but your device can
only see the signal from a much smaller set of satellites.

Each of these satellites transmits a very accurate time signal that your device can
receive and interpret. It receives the time signal from each of these satellites, and
then, based on the delay (the time it takes the signal to reach the device), it calculates
the receiver's position using a technique called triangulation.
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The following two diagrams illustrate how the device uses the delay differences from
three satellites to calculate its position:

GPS device

The GPS device is able to detect the three signals and the time delays associated with
receiving these signals.

Time delay refers to the time difference between the travel
= time of each of these three signals.

In the following diagram, the device is at a different location, and the time delays
associated with the three signals have changed:

°

T3

GPS device
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The time delays of the signals T1, T2, and T3 can provide the GPS with an absolute
position using a mathematical process called triangulation. Triangulation works like
this: since the position of the satellites is known, the amount of time that the signal
takes to reach the GPS device is also a measure of the distance between that satellite
and the GPS device. To simplify, let's show an example in two dimensions. If the
GPS device knows the value of the distance to one satellite based on the amount of
time delay, you can draw a circle around the satellite at that distance and know that
your GPS device is on that sphere, as shown in the following diagram:

T1 = distance to edge

of circle

If you have two satellite signals and know the distance between the two, you can
draw two circles as shown in the following diagram:

T1 = distance to edge
of circle

T2 = distance to edge
of circle

[159]
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However, since you know that you can only be at points on the circle, you must be
at one of the two points that are on both circles. Adding an additional satellite would
eliminate one of these two points, thus providing you with an exact location. You
need more satellites if you are going to do this in all three dimensions.

Now that you know how a GPS device works, let's connect one to Arduino.

Connecting a GPS device directly to
Arduino

The first step is to find a suitable GPS device. There are many choices, but what you
are looking for is a GPS device that can communicate via a bus that is available on
Arduino. One possible device is VPN1513 GPS Receiver w/ Antenna, marketed by
Parallax and available on their online store, www.parallax.com. The following is an
image of the device:

Fortunately, this unit comes with its very own antenna, and you'll connect this to
the RF (gold) connector on the board. This particular device interfaces using the
I2C interface, one that your Arduino supports. In order to connect the device, you
connect the pins to the board. The following is an image of these pins:
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You'll connect your Arduino using the following connections:

Arduino pin GPS cable pin
5V 5V

GND GND

4 TX

3 RX

Now that the two devices are connected, you can access the device via the
Arduino IDE.

Accessing the GPS device from the
Arduino IDE

Now that your device is connected, you'll want to access the information from it
programmatically. To do this, perform the following steps:

1. Copy the libraries and example programs for Arduino from
www.parallax.com/downloads/vpnl51l3-gps-receiver-w-antenna-
arduino-example-code.

Install the TinyGPS library into the libraries directory of Arduino.

Then, open the test_with_gps_device example, as shown in the
following screenshot:

TSIy
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Print Culep Ethermet
Preferences CrlsComma  rmata
GSM
Quit ey HMC5843
HMCS883L
1402000
ITG3200
L3G42000
LiquidCrystal
MPUS050
Robot_Contral
Robot_Maotor
50
Senvo
SoftwareSerial
581
Stepper
TFT 3 simple_test
TinyGPS L Examples ¥ fest_with_ges_device



www.parallax.com/downloads/vpn1513-gps-receiver-w-antenna-arduino-example-code
www.parallax.com/downloads/vpn1513-gps-receiver-w-antenna-arduino-example-code

Using a GPS Device with Arduino

4. When you run that program and open the Serial Monitor tab, you should see
the following display:

. ]
< [COM
Send
Testing TinyGPS library v. 12 -
¥ Mikal Hart
Sizeof (gpackject) = 115
Sats HDOP Latitude Longitude Fix Date Time Date RI1t Course Speed Card Distance Course
(deq) {degq) Rge Rge (m) ——— from GP5 -—-- -—-- to London |—
Prm—— P P Shddkk kdddh RRE () 0.00
HEEE kR AR EEEED EEEED FEEEEE kEEkEE khkd la} 0.00
rEEE mEE LT ETTT AR EEE KEEEE KRR () 0.00
kkE kRR P P Ak kk Kkdkh KRR () 0.00
i
« [0 11 " b
[¥] Autoscroll \No line ending  ~ | |
S ——

The information shows the status of the GPS receiver as well as the position, speed,
time, date, and direction information. The status indication is the first column of data
for each reading. This is important as it will tell you whether your device is reading
enough satellites to get a valid positional calculation. This particular output indicates
that even with your antenna, you are not getting a valid output. This means that your
device cannot sense enough satellites to accurately calculate your current position.

Take the unit outside or at least near a window, and your device should be able to
connect to enough satellites to get a value reading. Also, your display will change to
the one seen in the following screenshot:

Teating TinyGPS library v. 12
by Mikal Hart

ISizeof (gp3ckject) = 115

HDOP Latitude Date Alt Course Speed Card Distance Course Card Chars Sentence

{m) --—- from GP5 --——- ---—- to London ---- RX RX

Longitude Fix
(deg) Age

-111.77577254 05/09/2014 273 - 189.38 0. 35 2
-111.77577275 05/09/2014 01:36:09 292 16.90 189.71 0.33 § 7551 32.64 NE 236 4
-111.77577283 05/09/2014 01:36:10 301 16.30  179.47 0.56 5 7551 32.64 NE 1344 &
~111.77577285 05/09/2014 01:36:11 303 16.90 178.66 0.44 5 7551 5.64 WE 1792 &
-111.77578303 05/09/2014 01:36:12 320 16.90 206.87 0.41 SSW 7551 E.84 NE 2240 10
-111.77577314 05/09/2014 01:36:13 333 16.80 177.53 0.35 § 7551 5.64 NE 2638 12
-111.77577309 05/09/2014 01:3€:14 327 16.90 192.98 0.44 S55W 7551 38.64 NE 3136 14
~111.77575330 05/09/2014 01:36:15 348 16.90 194.07 0.48 530 7551 5.64 NE 3584 1g
-111.77575339 05/09/2014 01:36:16 357 16.90 180.80 0.52 S 7551 E.84 NE 4032 18
- I " 4
Mo line ending v 313200 baud! +
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The following table offers an explanation of the important columns of data:

Column heading Explanation

Stats This is the number of satellites that the unit is receiving. This will
need to be three for the GPS unit to get a valid position.

Latitude This is the current latitude reading.

Longitude This is the current longitude reading.

Alt This is the current altitude reading.

Course (from GPS)  This is the current course reading from the GPS.

Speed (from GPS) This is the current speed reading from the GPS.

For more information on the TinyGps library, the data it gets from the GPS, and the
purpose of all of the columns, visit arduiniana.org/libraries/tinygps/.

Connecting a GPS shield to Arduino

Now that you have an idea of how to connect a GPS device through the I/O pins

on Arduino, let's look at a different way to provide GPS information to Arduino,
through a GPS shield. There are several shields available, including one from Dexter
Industries that is available at many online retailers, such as www . amazon. com.

To connect to Arduino, simply push the shield on your Arduino device so that it
looks like the following image:

You can use the pin labels to match the pins on Arduino. Now, it is securely on top
of your Arduino device; let's look at how to access the device via the SW.
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Accessing the GPS shield from the
Arduino IDE

The GPS shield provides the hardware interface to the GPS device. Now, you
can access the GPS data from inside the Arduino IDE. To do this, perform the
following steps:

1. As with most devices, the first step is to download the appropriate libraries.
For this device, you'll find the libraries at www.dexterindustries.com/
manual/arduino-shields/gps-shield/ under the Arduino GPS Shield
Drivers (zip) selection.

2. Unzip the dGps file and copy the dGps file folder to your Arduino's libraries
directory. You'll also need to download another three examples from this
page. These aren't really set up to put in the Examples directory of dGPS
and open automatically using the File | Examples process, but you can
simply open them by navigating to File | Open command.

3. Once you have the library installed, let's write a simple program that reads
the values from the GPS device. Open the Arduino IDE and type in the
following code:

6GPSExample | Arduino 1L05-r2 = o =5

File Edit Sketch Tools Help

GPSExample

¥include "SoftwareSerial.h” -
#include "dGPS.h"

int ledFin = 13;
dGPs dgps = dBES();

void setup() {
pintode (ledPin, OUTFUT) ;
Serial.begin(9600) ;
dgps. initi)
aelay(1000) ;

i

void loop() {
float deslat;
float deslon;
dyps.update (deslat, deslon):
Serial.print("UTC Time: “):
Serial.printin{dgps.Time()]:
Serial.print("Status: "):
Serial.println(dgps.Status())
Serial.print(“Latitude: "};
Serial.printin(dgps.Lat{), 6);
Serial.print(“Longitude: “};
serial.printin[dgps.Lon{), 6);
serial.print(“velocity: )7
Serial.printin(dgps.Vel{), 6);
Serial.print("Heading: ") ;
Serial.princln(dgps.Head(), 6);
Serial.print("UTC Date: "];
Serial.printin(dgps.Date()]:
Serial.printin(™):

e maximum)
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4. Now, upload the preceding code to Arduino and then open Serial Monitor.
You should see something like the following screenshot:

COM5 E\@
|

-

Status: V

Latitude: 24.000000
Longitude: 121.000000
WVelocity: 0.000000
Heading: 0.000000
UIC Date: 20514

TIC Time: 202033
Status: V

Latitude: 24.000000
Longitude: 121.000000
WVelocity: 0.000000
Heading: 0.000000
TIC Date: 20514

1

-

[¥] Autoscroll :No line ending v: :9600 baud v:

These are the GPS readings from the device. As noted in the previous section, Status
tells you whether or not your device is locked to enough satellites. In this case, V
indicates that our device is not. You may need to go outside a building to connect
with enough satellites to get a valid reading. A valid reading would look like the
following screenshot:

‘Velocity: 0.000000
Heading: 0.000000
UIC Date: 30514

UIC Time: 32812 I
Status: L

Latitude: 43.3818932
Longitude: -111.76E8409
‘Velocity: 0.000000
Heading: 0.000000

UIC Date: 30514

UIC Time: 32813

Status: R

Latitude: 43.818932

Longitude: -111.768409

Velocity: 0.000000 |
Heading: 0.000000

UIC Date: 30514

i

[¥] Autoscroll ‘No line ending v | (9600 baud |
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The library for this device is quite extensive, and you can get back much more than
your position. In fact, Example 2: Calculating GPS distance to destination, azimuth (angle
of travel) to destination. (zip) that you can download from www.dexterindustries.
com/manual/arduino-shields/gps-shield/ will show you how to use the library
to enter a desired latitude and longitude value and return the distance as well as the
angle of travel to the desired location.

Summary

In this chapter, you've learned how to connect your robot to the GPS system.
Now, your robot will have a sense of where it is. It should also be able to roll or
walk, sense its surroundings, and even communicate with a remote computer.
However, GPS is particularly useful when you build sailing or flying robots. In the
upcoming chapters, you'll use these capabilities to build robots than can fly and
even go under water.
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Taking Your Robot to Sea

Now that you have the set of tools, let's build some amazing robots. Let's start by
exploring robots that can go either in or under water. I won't cover every detail in
this chapter, but I will discuss some additional capabilities that you'll need in order
to complete these more advanced projects. In this chapter, you'll learn the following;:

* How to build a sailing robot

* How to build a remote operated vehicle (ROV) using Arduino that can
explore underwater

Let's start by sailing!

Building an automated sailing platform

Certainly, one of the most impressive ways to navigate the waters is in a sailing
vessel. Let's start with an RC sailboat. These are available at many hobby stores,
either retail or online. The following is an image of one such platform:
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This sailboat is ready to sail via radio control. This means that it has two servos
mounted inside: one to control the sail and the other to control the rudder. The
following is an image of these two servos that are connected to the sail and rudder:

In order for your sailboat to sail itself, it will need several key capabilities. First, it
should be able to control the servos; you'll use the techniques you learned in

Chapter 7, Controlling Servos with Arduino, to move the rudder and trim the sails. You
might want to add the GPS capability that you discovered in Chapter 11, Using a GPS
Device with Arduino. You will want to control the system without a wired connection,
so you can use the principles that you learned in Chapter 10, Going Truly Mobile - the
Remote Control of Your Robot.

One additional item that you might want to add for a fully automated system is a
wind sensor. The following is an image of a wind sensor. A fairly inexpensive one is
available at www.moderndevice.com:
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You can mount the wind sensor on the mast if you'd like; I used a small piece
of heavy-duty tape and mounted it on the top of the mast, as shown in the
following image:

To add this to your system, you'll also need a way to take the analog input from

the sensor and send it to Arduino. Notice that the device has three connections that
you'll be using: GND, +V, and Out. Connect your Arduino to the wind sensor using
the following connections:

Arduino pin Wind sensor pin
5V +V

GND GND

Al RV

A0 ™P
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Accessing the device in a sketch is straightforward; in fact, the manufacturer has
included an example sketch at github.com/moderndevice/Wind Sensor. Unzip,
open, and upload the windSensor sketch. Then, open Serial Port, set the baud
rate to 57600 baud, and blow with your mouth on the sensor. You should see
something like the following screenshot:

TMP wolts 2. EV wvolts 1. TempC*100 2291 ZeroWind wolts 1. WindSpeed MPH
TMF wolts 2. EV wolts 1. TempC*100 2231 ZeroWind wolts 1. WindSpeed MFH
TMP wolts 2. BV wvolts 1. TempC*100 2279 ZeroWind wolts 1. WindSpeed MPH 0.08&
TMF wvolta 2. EV wvolts 1. TempC*100 2291 ZeroWind wolts 1. WindSpeed MFH 0.15

0.02
[i]
1]
a
TMP wolts 2. BV wvolta 1. TempC*100 2266 ZeroWind wolts 1. WindSpeed MPH 0.09
0
g
5

.02

TMP wolts 2. EV wvolts 2. TempC*100 2266 ZeroWind wolts 1. WindSpeed MPH 0.51
.70
TMP wolts 2. EV wvolts 2. TempC*100 2254 ZeroWind wolts 1. WindSpeed MPH 5.70
TMF wvolta 2. EV wvolts 2. TempC*100 2242 ZeroWind wolts 1. WindSpeed MFH 3.76
TMP wolts 2. BV wvolts 2. TempC*100 2230 ZeroWind wolts 1. WindSpeed MPH 11.99
TMF wvolta 2. RV wvolts 2. TempC*100 2230 ZeroWind wolts 1. WindSpeed MFH 10.64
TMP wolts 2. BV wvolta 2. TempC*100 2218 ZeroWind wolts 1. WindSpeed MPH 12.70
TMP wolts 2. EV wvolts 2. TempC*100 2218 ZeroWind wolts 1. WindSpeed MPH 13.28
TMF wolts 2. BV wvolts 2. TempC*100 2194 ZeroWind wolts 1. WindSpeed MPH 4.78
TMP wolts 2. BV wvolts 2. TempC*100 2194 ZeroWind wolts 1. WindSpeed MPH 3.02

[v] Autoscroll Ho line ending  + 5

TMF wolts 2. BV wvolts 2. TempC*100 2254 ZeroWind wolts 1. WindSpeed MPH

Now you have a way to measure the wind!

By the way, here is where you can take advantage of the stackable nature of the
devices. The following is an image of my Arduino board, the Wireless SD shield with
an XBee device, and the GPS shield, all connected:
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The wind sensor is connected to the holes available on the Wireless SD shield.
You'll also need to add the servo control, but now, you have all the capabilities you
need to build your Arduino-controlled sailing vessel. However, Arduino is not
limited to just sailing above the water. Let's see how you can build a robot that can
go under water.

Building an Arduino-powered underwater
ROV

An ROV offers an entirely different way to use Arduino to explore a new world. This
project is a bit different in two ways. First, there is quite a bit of mechanical work to
do, and second, it is almost impossible to send wireless signals through water. So,
you are going to use a tethered control line to give your robot direction.

Building an ROV

There are several possible approaches to building your ROV. Although controlled
by a different processor, the mechanical design at openrov.com/page/openrov-2-0
is quite elegant, and you could certainly build the HW yourself and then integrate
your Arduino. At openrov.com/page/open-rov-designs-1 is a simpler yet similar
design that incorporates Arduino. Another design that is very different from the
first one is available at www. instructables.com/id/Underwater-ROV/. Both could
certainly use Arduino as the motor control.

My physical design is based more on the latter design that mostly uses plastic piping,
as shown in the following image:

b
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One of the most important components of your ROV is the clear plastic casing, as
you need to be able to use a camera to see the world underwater. The following is
an image of the one I used:

This came from a company called EZ Tops and can be ordered online at

www . eztopsworldwide.com/smalldomes.htm. I put this on the other end of my
ROV, assembled with a gasket and some small bolts. Whether you use a round
design or a more traditional square design, you'll want a clear plastic so that you
can get a good view of the underwater world.

Controlling brushless DC motors with Arduino

Whatever physical design you choose, you'll need to control the motors, and
Arduino is well suited for this task. In this case, I chose fairly standard brushless

DC motors and then fitted them with RC boat propellers. These motors work just
fine underwater and are easy to control with RC electronic speed controllers (ESCs).

For this project, you'll need four brushless DC motors and four ESC controllers.
You'll need to make sure that the ESCs will be able to control the motors to go both
forward and backward. The following is an image of one such unit:
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This particular unit is a Turnigy Trackstart 25A ESC, made normally for an RC car
and available at many RC outlets, both retail and online. The connections on this

unit are straightforward. The red and black wires with plugs go to an RC battery, in
this case, a 25 7.4 volt LiPo RC battery. The other three plugs go to the motor. This
particular ESC comes with a switch; you won't use it in this particular project. The
last connection is a three-wire connector, similar to a servo connection. You'll connect
this to Arduino. The following diagram shows the connections:

Switch F

ESC

2S LiPo
Battery

Brushless DC

motor

[173]




Taking Your Robot to Sea

For details on the connection between the ESC and brushless DC motor, check your
ESC documentation. Now that you've connected your motor, a simple sketch to
control the motor is shown in the following screenshot:

ESCcontral

#include <Servo.hoes
Servo Serwvo:

int servoPin = 9;
int speed = 0;

wvoid setup ()

{
servo.attach(servoPin)
Serial.begin(2600);
Serial.println(™%et Speed 0 to 1807);
speed = 90:|

}

void loop()
{
if (Serial.awvailable())
{
char str[10]:
speed = Serial.parzelnt();
itoa(speed, str, 10);
Serial.println{”Ipeed ™);
Serial.printlnfstr);
if (zpeed == 0 & spesd <= 180)
{
gervo.write (spead) ;
delay (1000

e maximum)

Note that you will use the servo control process to control the speed of your motor.
With these ESCs, 0 will be full speed backward, 180 will be full speed forward, and
90 will stop the motor. The setup () function sets the initial speed to 90, just so that
your motors won't take off right from the start.
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Now, open the Serial Monitor tab and enter a speed value close to 90; you'll see the
following screenshot:

‘ [] Autoscroll ‘Mg line ending | 9600 baud

The motor should spin both forward and backward. You don't necessarily need to do
so, but ESCs can also be programmed. I won't cover that in this chapter; check your
ESC documentation for the additional HW required. The ESC may also want to be
calibrated. The procedure will change based on your particular ESC, but the basic
steps are as follows:

1. Disconnect your motor.

2. Power up the ESC by applying maximum forward throttle; in this case,
speed = 180.

3. You'll hear a tone and some beeps. Then, after a few seconds, you will hear
a confirmation tone, and the LED will blink a few times. This means that the
ESC has calibrated maximum throttle.

4. Now, apply minimum throttle, or speed = 0. The unit should emit some
tones, and the LED will blink. Now, minimum throttle has been calibrated.

5. Now, go to the middle throttle, or speed = 90 in this case, and the unit will
emit some tones and blink. Your unit is now calibrated.
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You'll use four of the digital I/O pins, one for each motor. Controlling the speed
and direction of each of these motors will allow you to move your ROV forward,
backward, up, and down, as well as turn your ROV. How much speed you apply
will depend on both the size of your ROV and the size of your motors.

Now, your ROV is maneuverable. To complete your ROV project, you'll need two
additional capabilities. The first is a LAN shield for your Arduino so that you can
control and communicate with your ROV via the LAN cable that will run from your
ROV to the surface. The second is a way to see underwater. Let's tackle the control
problem first.

Connecting a LAN shield to Arduino

The ROV will be controlled from a computer on the surface through a very long
LAN cable. This will require you to add LAN capability to your Arduino, so you will
need to add a LAN shield to your project. There are several shields available; the
following is an image of a standard Arduino LAN shield available at arduino. cc:
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When you have obtained the shield, attach it to the top of your Arduino. Now, you
can open the Arduino IDE, and the first example you'll use is a simple web page
access of data. To do this, open the WebServer example by navigating to File |
Examples | Ethernet | WebServer, as shown in the following screenshot:

09.USB 4

sketch_mayl5a | Arduino 1.0.5-r 10.StarterKit 4

[File] Edit Sketch Tools Help ArduinolSP

New Ctrl+N Seriall.CD ,
Open... Ctrl+0 _
Sketchbook D AdafruitServo 3
ADS1115 3
Examples N
13
Close Ctrl+W ADXL345
Save Ctrl+S AK8975 v
Save As... Ctrl+Shift+S BIAISD '
13
Upload Ctrl+U BMP085
DS1307 3

Upload Using Programmer Ctrl+Shift+U
EEPROM 4

Page Setup Ctrl+Shift+P Esplora »

[FiTE Ctrl+P Ethernet 4 BarometricPressureWebServer
Preferences Ctrl+Comma fnaLa ' ChatServer
GsM ' DhcpAddressPrinter

Quit Ctrl+Q HMC5843 ’ DhcpChatServer
HMC5883L 4 PachubeClient
[AQ2000 4 PachubeClientString
ITG3200 4 TelnetClient
L3G4200D 4 TwitterClient
LiquidCrystal 4 UdpNtpClient
MPUB050 4 UDPSendReceiveString

Robot_Control 4 WebClient
Robot_Motor 4 WebClientRepeating
sD 4 WebServer

Using a web server will allow you to access your Arduino via the LAN cable that
will be connected to your ROV from a web browser on a computer at the surface.
To connect with the device, you'll need to set the appropriate address for the
Arduino web page.
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To do this, run ipconfig from the command prompt (under the Accessories
folder) on your computer. When you run this, you should see something like
the following screenshot:

Ethernet adapter Local Area Connection:

Connection-specific DNS Suffix

Autoconfiguration IPvY4 Address. . : 169.254.135.137
Subnet Mask . . . . . . . . . . . : 255.255.0.0
Default Gateway :

You'll now need to edit the WebServer sketch to set a new address that uses the same
first two numbers in the address. This is where you'll change the code as follows:

& Webserver | Arduing

WiehServer §

it

Web Herwver

4 simple web serwer that shows the walue of the analog input pin
using an Arduino Wiznet Ethernet shield. L
I Circuit:

* Ethernet shield attached to pins 10, 11, 12, 13

* Analog inputs attached to pins A0 through A5 (optional)

created 15 Dec 2009
by Dawvid 4. Mellis
wodified 9 Apr 2012
by Tom Igoe

i

#include <5FI.h>
#include <Ethernet.ls

/¢ Enter a MAC address and IP address for your controller below,
/¢ The IP address will be dependent on your local network:
byte mac[] = {
0xDE, OxAD, 0xEE, OxEF, OxFE, OxED }:
IPaddress 1p{169,154,l,l|]:

/¢ Initialize the Ethernet serwver library
A4 with the IP address and port you want to use
A4 (port 80 is default for HTTP):

By RSy Rp Y, L

4 L1
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Open the Serial Monitor tab and you should see the following screenshot:

server is at 169.254.1.1

[¥] Autoseroll :Noline ending v: :9600 baud v:

Now, open a web page and type in the IP address you set in the sketch, and you
should see the following screenshot:

|/ http://169.254.1.1/ +

€ 16925411 C B-coge PlYB » | =
analog input 0 is 236
analog input 1 is 226
analog input 2 is 240
analog input 3 is 244
analog input 4 is 243
analog input 5 is 227

You'll need two additional capabilities to control your ROV. The first is the ability
to use the LAN connection to control your motors. You can do this through a web
page interface.

The tutorials at startingelectronics.com/tutorials/arduino/ethernet-
shield-web-server-tutorial/ and www.instructables.com/id/Arduino-
Ethernet-Shield-Tutorial/ provide lots of details on how to access your Arduino
via a web page, and www.power7.net/arduinoethernet.html shows how to
incorporate even more examples of control using a web page.
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In this example, you'll use some simple code to control the speed of the four motors:
two to move the ROV forward and backward and two to move the ROV up and
down. The following screenshot shows the first part of the Arduino sketch, the
initialization part:

OpenROV | Arduino 1.0“@@

File Edit Sketch Tools Help I

OpenROY

#include <5PI.he-
#include <Ethernet.h>

byte mac[] = { O<DE, 0xAD, OxBE, OxEF, OxFE, OxED };
byte ip[] = { 169,254,1,1 1;

const int MAX PAGENAME LEN = 3;
char buffer[Ma¥ PAGENAME LEN+1]:

Ethernetferver server(80);

#include <Zervo.h»
Servo myservol:
int serwvol = 9;
SErV0 DYSErvoZ;
int servoz = 10
Servo nyservod;
int servod = 11;
SECV0 D¥Servod;
int servod = 12

woid setup ()

1
Serial . hegin(9&00) 2
wyservol.attachi{servol)
WYServoZ.attach(servol);
nyservod.attach{servol) ;
wyservod,attach{servod) ;
Ethernet.begin{mac, ip):
server.begin():
Serial.println{"Initialization done™);
delay(2000);

i

< | 1
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This sets up the web configuration and declares all of your servos to control the four
motors. The next part is the web server part of the code in the 1oop () function, as

shown in the following screenshot:

File Edit Sketch Tools Help

OpenROV_ino &

H void loop ()
|1
| EthernetClient client = serwer.awailable(]:
if (client) {
int type = 0;
while {client.connected()) {
if (client.availablei)) {
wenset (buffer,0, sizeof (buffer));

if{client.readBytesUntil(' /"', buffer,sizeof (buffer))){

if (strcmp (buffer,"POST ") == 0){
client.find("\nYe"):

while(client.,findlntil {"select™, "\nir")]{

int dir = client.parselnt();
int wal = client.parselnt();
Serial.println(dir);
Serial.println(wval);
if(dir == 1){
if {wal == 180)
forwardi]
if (wal == 0)
backward() ;
if (wal == 90)
stopMotor();
'
if{dir == &){
if (wal == 180)
dowmi) 2
if (wal == 0)
up();
if {wal == 90}
stopMotor();

OpenROV._ino | Arduino 1.0.5%

m
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This part parses the input from the web page and calls the functions that cause your
ROV to go forward, backward, up, down, or stop. The final part of the loop creates
these controls, as shown in the following screenshot:

File Edit Sketch Tools Help i

CpenROY_ino §

-
i
sendHeader {client,"ROV Exauple™);
client.println("<hZ><font color=#£6a343>R0V - Motor Control</h2:>");
client.print|
"<form action='/' method='POST'><p><input type='hidden' name='selectl'™):
client.println(” walue='180'><input types='submit' wvalues='Forward' /e</forms");
client.printi
Toform actions='/' method='POST'><pr<input type='hidden' name='selectl'™);
client.print(™ walue='0'=<input type='submit' value='Back'/=</form=");
client.print|
"<form action='/' method='POST'=<pr<input type='hidden' name='selectl'™):
client.print(” walue='90"'>{input type='submnit' value='Stop' /=< forms");
client.print|
Toform actions='/' method='POST'><pr<input type='hidden' name='select'™);
client.println{™ walue='0"'=<input type='subnit' walue='Tp' e/ forw-");
client.print| ]
"<form action='/' method='POST'=<pr<input type='hidden' name='selecti'™):
client.print(™ walue='130"'><input type='subwit' walue='Dowm' /=</form=");
client.print| =
"oform actions='/' method='POST'><pr<input type='hidden' name='selectZ'™);
client.print(”™ walue='30"><input type='subnit' walue='Stop' =</ form=");
client.println{™< bodys<htul=");
client.stopi);
}
i
}
delay (1000} ;
client.stopi);
}
} -
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The final part of the sketch is a function to create the header for the web page and the
functions to control the motor, as shown in the following screenshot:

File Edit Sketch Tools Help

OpenROY_ino §

woid gendHeader (EchernetClient client, char *title)

{
client.println{"HTTF/1.1 200 OE™);
client.princln("Content-Type: text/hrml™): N
client.printlni);
client.print{"<html><heads<title>");
client.princiticle)
client,println({"</title><body>");

i

woid forwardi)

{
Serial.println(“Forward™) :
wmyservol.write(180);
wyservoZ.write(180);

¥

woid backward()

i
Serial.println({"Backward");
wyservol.write(0);
wyservoZ.write (0] ;

i

woid stopMotor()

{
Serial.println{™Stop™);
wyservol.write (30)
wyservol.wrice (90); |
wyservol.write (90);
wyservod.write (30)
i
woid up() L
[ E
Serial.println{"Up”}:
wyservold.write (180]
wyservod.write (150)
i
woid dowm()

[183]



Taking Your Robot to Sea

You can now run this sketch by first opening the Serial Monitor tab and then
opening a web page and typing the address at the top of the web page. You should
then see the following interface to control the ROV:

ROV Example

(-' 0 169.254.11 | B~ Google Pl B » = I

Back

U

w0 l
H a E)
E 5

e

o

Stop

In the Serial Monitor tab, you should see the commands come through, as shown in
the following screenshot:

Initialization done
1

180
Forward
1

a
Backward
1

a0

Stop

2

a

Up

2

120

Down

[] Autoscroll :N.oline ending v: :9&00 baud v:
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If your motors are connected to the control pins, as covered earlier in the chapter,
your motors should be ready to drive your ROV up, down, backward, forward, or
stop all motors. You may have to adjust the settings based on the direction of your
motors' spin and also the desired speed.

Accessing a camera for your project

Now that you have established connection via a LAN connection, the second
capability you'll need is to access a camera to see where you are going. One of the
most significant questions is whether or not connecting a camera to Arduino will work
in this application. There are several cameras that can be accessed either through a
standard UART RX/TX or I2C interface. The following is an image of one such unit,
available from RadioShack:

There are two ways to connect the camera. The first is through a UART interface,
the other is through an I12C interface. Connecting the camera and getting it to
write the images to the SD card interface is a bit daunting, but there is an example
sketch available at www. radioshack.com. There is also a tutorial that looks
promising at http://makezine.com/projects/crittergram-capture-cam/.

Be forewarned that getting this to work is not easy; there is a significant amount of
configuration required.

You will also find that the refresh rate on any Arduino-based camera system will be
marginal at best. The challenge is that there is no high-speed bus between the camera
and Arduino, and you'll be saving the pictures on the SD card for later transmission.
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For this application, I chose a different solution: I purchased an IP camera that
I could connect to the LAN cable. The following is an image of the unit:

I chose this particular camera because it is inexpensive, less expensive than camera
shields available for Arduino, and its small size made it easy to mount on the ROV.
With this particular unit, you can issue commands to turn it from side to side and up
and down, and turn on LED lighting, which would make it a good choice for dark
situations. If you go with this choice, you will have to add a switch to your ROV so that
both the motor control and the camera can connect to the LAN cable from the surface.

Your surface computer will now have two web pages, one to access and control the
camera and the web page you just created to control the motors. The following is an
image of the motor control web page:

B @) = ()

Resolutiond 6407480 v
Mode:  |S0HZ v
Brightness| & v
Contrast: |4 ~
Max FPS: |full speed W

Preset:  Call Set
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Note that you can change the direction of the camera right from the web page, and
you can also turn on the lights. You're now ready to go underwater. Just a word of
advice: be prepared to add significant weight to your ROV. I had to add 25 pounds
of lead to mine to get it to do anything but bob on top of the surface!

Summary

In this chapter, you've tackled a sailing robot and a robot that can go underwater.
You've learned how to add unusual sensors such as the wind sensor on the
sailboat. You've also learned how to control a project via a LAN connection across
a significant distance with the ROV project. In the next chapter, you'll move on to
projects that can fly.
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Robots That Can Fly

In this chapter, we'll cover robots that can fly. As with the last chapter, we won't
cover every detail in this chapter, but we will again discuss how to bring all the
different capabilities that we have covered to our new projects. We'll also discuss the
additional capability that you will need. In this chapter, you'll learn the following;:

* How to build an Arduino-operated RC airplane

* How to build an Arduino-operated quadcopter

Let's get started!

Building an Arduino-operated plane

At this point, you have all the tools you need to add Arduino to an RC-controlled
airplane. So, let's tackle that project. You're going to add control so that you can
control your RC plane from a phone, tablet, or any device with Bluetooth capability.
Then, you'll learn how to add some of the additional sensors you've used in

other projects, such as GPS, to make your RC plane even more intelligent by
making it autonomous.
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First, find an RC airplane. They are available at most RC hobby stores and online.
I ordered this one from amazon. com:

You could use one of the many different makes and models of RC planes for this
project, as long as they meet a few requirements. If you are new to RC airplanes and
how they operate, you might first read about them at www.instructables.com/
id/Beginners-Guide-to-Radio-Control-Airplanes/. The first requirement for
this project is that the plane must be RC controlled and the RC unit must control
the servos and speed of the unit. The second requirement is that it should be large
enough so that Arduino can fit on the plane without taking up too much room. As
the programming required for this project is minimal, you can use a fairly small
Arduino to control the plane. Finally, I chose a plane with a rear-facing propeller.
We have found that many times, the plane will come down nose first, and having
a rear-facing propeller helps the plane survive more crash landings. You will have
several of those.

If this is your first project, you may want to order an RC airplane with simple
controls, perhaps with two control surfaces and a speed control. These will often
be referred to as 3 Channel RC airplanes.

The first step will be to locate your control servos, speed control, and the wires that
are connected to them. In this particular airplane, the servos are integrated with the
receiver, so you'll need to remove the entire board and replace it with two micro
servos. A suitable micro servo is the HS-55 from Hitec, available at many hobby
stores and most electronics online retailers.
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I placed my micro servos using velcro, and they fit very nicely in the opening.
The following image shows all the control connections for this particular RC
airplane after replacing the servos:

You'll need to connect the two servos, the red and black wires from the motor, and
the red and black wires from the battery to your Arduino. The control signals you'll
need to provide with your Arduino are the two servos for the control surfaces, and
the DC motor that is attached to your propeller is the control for speed.

Now, you'll need to add your Arduino. You can certainly use one of the
standard Arduinos that you've used in the previous projects, but there are also
some special-purpose Arduinos that are excellent for this particular application.
One in particular is small and comes with wireless communication; it is called
the RFduino.
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This device uses Bluetooth technology to communicate with other devices. It is
available at several online electronics retailers. The following is an image of the unit:

You'll also need a couple of the shields that are available for the RFduino, in
particular, the USB development shield, the battery shield, and the servo control
shield. The following is an image of all three:
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Each shield performs an important function, as follows:

* USB development shield: This will allow you to develop on the RFduino
platform using a standard computer

* Battery shield: This will supply the power when you are flying your airplane

* Servo Control shield: This will interface with the RC plane servos
and speed controller

So, let's start building.

First, plug the RFduino into the USB shield, and then plug the servo control shield
into the RFduino. Now, plug the USB into the USB port of your computer. Then,
follow the instructions at www.rfduino.com/wp-content /uploads/2014/04/
RFduino.Quick .Start_.Guide_.pdf to get the entire system up and connected.
You'll need to download a beta version of the Arduino IDE, Version 1.5; however,
you may want to keep the current released version as well. Just make sure you
remember which version is in which location.

For your application, let's start by opening a simple example program that allows
the RFduino to control the servos. To do this, navigate to Examples | RFduinoBLE |
Servo as shown in the following screenshot:

=2 sketch_may21la | Arduino 1.5.6-r

[File] Edit Sketch Tools Help

— 'O X

01.Basics 4

02.Digital 4
New Ctrl+N 03.Analog : _ _
Open... Ctrl+0 04.Communication Adver‘tfsementContlnuous
Sketchbook [ 05.Control | Adver‘tfsemenﬂntejrva-l
Fxamples [ e | AdvertisementPeriodic
Close Ctrl+W 07 Display | BulkDataTransfer
Save Ctrl+S 08Strings | ColorWPTeeI
Save As... Ctrl+Shift+5 09.USB | _Connec‘uon
Upload kAL 10 StarterKit  [Beacon
Upload Using Programmer Ctrl+Shift+U AT ER iBeaconSettings
LedButton
Page Setup Ll Audio ' PowerlLevel
HIU Gilal Bridge ) Proximity
Preferences Ctrl+Comma Esplora ' ProximityAveraged
Ethernet ¥ ProximityMovingAverage
Quit Ll Firmata ' Servo
GSM ¥ Temperature
LiguidCrystal ¥ Template
RFduinoBLE ¥ TimingCrtitical

RFduinoGZLL 4
RFduinoNonBLE 4
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The code is very simple, and it is as follows:

( ==
=21 Servo | Arduino 1.
File Edit Sketch Tools Help

OO0 BHA

|

#include <Servo.hs
#include <RFduinoBLE.h>

o osl;

R

EH
|| vold setup() {

sl.attach(2);

s2.attach(3);

s3.attach(4);

s4. attach(5);

RFduinoBLE. advertisementInterval = £75;
RFduincELE. advertisementData = "-zervo';
RFduinoBLE. begini) 2

void leop () {
/¢ RFduino_ULPDelay( INFINITE) ;

m

wvold RFduincBLE onReceive (char *data, int len){
int servo = data[0]:
int degres = data[l];

if (bitPead(servo, 1))
sl.write (degree) s
if (bitPead(servo, 2))
52, write (degree) ;s
if (bitReadiservo, 3))
s3.write (degree);
if (bitFeadiservo, 4))
sd.write(degree);

The sketch takes in the Bluetooth input and then translates it into a selection to
control the servo. If you need to, review the information in Chapter 7, Controlling
Servos with Arduino. You'll be controlling your servos using the servo controller,
setting the servo and the angle desired by your RC plane. For the speed, you'll also
use the servo controller; plug the black ground connection into the GND on the servo
controller and the red control signal into the control signal connector spot on the
servo controller. Just remember that 0 to 180 is the speed control value.

[194]



Chapter 13

You'll now need an application on your tablet or phone to control the RFduino over
the Bluetooth link. If you are adventurous enough to develop your own application,
visit http://www.rfduino.com/download-rfduino-library/ for example
programs. Most of these example programs are already created and on the iPhone
app page. To test your control, you can download these apps and run them. The
RFduino servo control app should allow you to control your servos and speed so
that you can control your plane remotely.

The RFduino team has not yet created an Android app, but if you have an Android
device, there are already several Android BT Arduino control applications on the
Google Play store that can be of use. For example, the Arduino BT Joystick PRO app
can be used to communicate with your device. You'll need to translate the Bluetooth
commands as they come in from the Bluetooth interface and then send control
signals to the various control surfaces of your airplane, but this will give you more
control over your airplane.

This will take a bit of Android development programming, and you'll need to make
changes so that the up, down, left, and right arrows adjust the control surfaces of
your airplane appropriately. Also, be careful; Bluetooth does have a limited range.
So, don't get much more than 50 meters from your plane, or it might just fly away.

Once you have your plane flying, you can add the digital compass discussed in
Chapter 9, Even More Useful Sensors. If you know direction and calibrate your speed,
your Arduino can even have a sense of where it is. You could even, in the absence of
any control commands from the Bluetooth interface, fly your airplane in circles.

Even more interesting would be to add the accelerometer/gyro capability from

the same chapter. Connecting and calibrating the device would give your Arduino
information on when the airplane was flying level or when it is going up or down
or rolling on its side. You can then use your controls to force the plane back into the
desired position. The specifics on this type of control are too complex to detail in
this chapter, so for more information, visit www.instructables.com/id/Intro-to-
Model-Airplane-Autopilot/ and hacknmod.com/hack/make-a-uav-spyplane-
using-the-arduino/.
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Building a quadcopter platform

Quadcopters are a unique subset of flying platforms that have become very popular in
the last few years. They are a flying platform that utilize the same vertical lift concept
as helicopters; however, they employ not one but four motor/propeller combinations
to provide an enhanced level of stability. The following is an image of such a platform:

The quadcopter has two sets of counter-rotating propellers, which simply means that
two of the propellers rotate clockwise and the other two rotate counter-clockwise

to provide thrust in the same direction. This provides a platform that is inherently
stable. Controlling the thrust of all four motors allows you to change the pitch, roll,
and yaw of the device. The following is an image that may be helpful:

Changing thrust equally
on all four motors -
altitude changes

LI
CED

f'

C’ ‘@ Changing thrust on two
motors - yaw changes

(rmE

Changing thrust on one
m motor - roll/pitch
changes
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As you can see, controlling the relative speeds of the four motors allows you to
control the various ways in which the device can change position. To move forward,
or really in any direction, we would combine a change in roll/ pitch with a change in
thrust so that instead of going up, the device would move forward, as shown in the
following diagram:

changes and the
platform moves forward

[e——
Cb’
Applying thrust to all
motors, but more on
one motor - roll/pitch

In a perfect world, you might know exactly how much control signal to apply to

get a certain change in the roll/pitch/yaw or altitude of your quadcopter, as you
know the components you used to build your quadcopter. However, there are
simply too many aspects of your device that can vary to know this well enough to
rely on a fixed set of signals. Instead, this platform uses a series of measurements of
its position, pitch/roll/yaw, and altitude and then adjusts the control signals to the
motors to achieve the desired result. We call this feedback control. The following is a
diagram of a feedback system:

Desired altitude Change in >
motor control

Actual altitude

In a feedback system, the desired altitude is compared to the
actual altitude, and the amount of difference then drives the
control signals to the motors to change the actual altitude.

As you can see, if your quadcopter is too low, the difference between the desired
altitude and the actual altitude will be positive, and the motor control will increase
the voltage to the motors, thus increasing the altitude. If the quadcopter is too high,
the difference between the desired altitude and the actual altitude will be negative,
and the motor control will decrease the voltage to the motors, thus decreasing the
altitude. If the desired altitude and the actual altitude are equal, the difference
between the two will be zero, and the motor control will be held at its current value.
Thus, the system stabilizes even if the components aren't perfect or if a wind comes
along and blows the quadcopter up or down.
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One application of Arduino in this type of robotic project is to actually coordinate
the measurement and control of the quadcopter's pitch/roll/yaw and altitude. To
accomplish this task, there are two approaches. First, configure Arduino and hook
up the gyroscope, altimeter, GPS, and magnetic direction-finding sensors, and code
all of the control algorithms yourself. The detail for all of this is beyond the scope of
this book, but there are several excellent sites that support this. They can be found
at aeroquad.com/content .php?s=£f2b480cc710c1d5611dd3dbe254cee9c and
jbgquad.blogspot .com/2013/02/intro-to-project-quadcopter.html. You can
also visit github.com/baselsw/BlueCopter, which provides a sketch that you
could start with.

The second and certainly the easier one of the two approaches is to choose ArduPilot
as a flight-control system; Arduino designed it specifically for this application. The
following is an image of this unit:

This flight system uses a flight version of Arduino to do the low-level feedback
control we talked about earlier. The advantage to this system is that you won't need
to create and debug lots of Arduino kit.

Either way, you'll need to build a quadcopter:

* Purchase a kit and construct it yourself

* Purchase a quadcopter that is already assembled

There are a number of assembled quadcopters available that use the ArduPilot
flight controller. One place to start is at Ardupilot . com. This will give you some
information on the flight controller, and the store has several quadcopters that are
already assembled. If you are thinking that assembling a kit is the right approach,
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try www.unmannedtechshop.co.uk/multi-rotor.html Or www.
buildyourowndrone.co.uk/ArduCopter-Kits-s/33.htm, as each of these not only
sell assembled quadcopters, but kits as well.

If you'd like to assemble your own kit, there are several good tutorials about
choosing all the right parts and assembling your quadcopter. Visit blog.
tkjelectronics.dk/2012/03/quadcopters-how-to-get-started, blog.
oscarliang.net/build-a-quadcopter-beginners-tutorial-1/ and
http://www.arducopter.co.uk/what-do-i-need.html.

All of these links have excellent instructions. The following is an image of a
quadcopter that we built; it uses the ArduPilot:

No matter which path you choose, another excellent source for information is
http://code.google.com/p/arducopter. This gives you some information on how
the ArduPilot works and also talks about Mission Planner, the open source control
SW that will be used to control the ArduPilot on your quadcopter. This SW runs on
your PC and communicates with the quadcopter in one of two ways: either directly
through a USB connection or through a radio connection.

The first step in working in this space is to build your quadcopter and get it working
with an RC radio. When you allow Arduino to control it later, you may still want to
have the RC radio handy, just in case things don't go quite as planned.
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Robots That Can Fly

When the quadcopter is flying well based on your ability to control it using the RC
radio, you should then begin to use the ArduPilot in the autopilot mode. To do this,
download the Mission Planner SW from ArduPilot.com/downloads. You can then
run the SW, and you should see something like the following screenshot:

Mission Planner 1.2:83 build 11.5036.12264
FLIGHT DATA| FLIGHT PLAN INITIALSETUP CONFIG/TUNING ~ SIMULATION  TERMINAL  HELP

BN 8 P P E

Dist to Home- 11708562

Quick | Actions | Gauges | Status | Servo | Telemel 4]

Altitude (m) GroundSpeed (m

O i O O hdop- 0.0

Dist to WP (m] Yaw (deg) Sats: 0
| ™

You can then connect your ArduPilot to the SW and click on the CONNECT button
in the upper-right corner of the screen. You should then see something like the
following screenshot:

Mission Planner 1.2.83 build 1.1.5036.12264

FLIGHT DATA FLIGHT PLAN INITIAL SETUP CONFIG/TUNING  SIMULATION ~ TERMINAL HELP

R

. | Distto Home: 12321520

Quick |

Altitude (m) GroundSpeed (m

0.86

Dist to WP (m] Yaw (deg) SHEd i GPS Track (Ble

hdop: 0.0
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We will not walk you through how to use the SW to plan an automated flight path;
there is plenty of documentation for that on the Ardupilot.com website. If you
connect a GPS device to the unit, you can even ask your quadcopter to fly to
specific points.

Summary

In this chapter, you learned how to build an Arduino-controlled airplane. You also
learned how to build an Arduino-controlled quadcopter. Now, your robot can sail,
go underwater, and even fly. In the next chapter, I'll introduce you to a number of
smaller projects that can be done quickly and very inexpensively but produce some
amazing results.
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Small Projects with Arduino

We've covered all kinds of mobile robots. In this chapter, for a change of pace, you'll
learn how to build small Arduino-based projects. By small, I mean not only small in
size, but small in effort. In this chapter, you'll learn the following topics:

* How to modify a small, walking robot by adding Arduino

* How to build wearable projects that can add style and flair to your robot

First, let's build some really small robots with Arduino.

Small robots and Arduino

We covered some large robots in the earlier chapters; in this section, you'll build
much smaller robots. You can build these small robots from scratch, but I've found
that it is much easier and less expensive to take toy robots, which provide the basic
capabilities, and add Arduino to them to make them significantly more powerful.

In this first project, you will start with a commercially available robot without a lot of
autonomous capability, and then, you'll add Arduino and a sonar sensor and expand
the capability of the robot. The robot you'll start with is the Hexbug Spider, which is
available at many toy stores and from most online retailers. For specifics, here's the
website: www.hexbug.com/mechanical/spider/.


www.hexbug.com/mechanical/spider/
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The following is an image of one such unit:

As this robot is very small, you're going to need a very small Arduino so that

you don't load the system down too much. One possible choice is an extremely
small implementation of Arduino, the TinyDuino. This is available at www. tiny-
circuits.com. The following is an image of the TinyDuino processor board with a
standard USB connector to give you some idea of the size:
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You'll need to order the USB programmer board as well so that you can program your
TinyDuino. You'll also need some other additional pieces to complete this project.

The Hexbug operates by controlling two motors. The first motor spins the top of the
device, and when it stops, the spider will go in the new direction as defined by the
new location. The other motor moves the spider forward and backward. Although the
motors can go both directions, the motor that moves the top of the device goes a full
360 degrees, so you can drive both motors in the forward direction and your Hexbug
can still go in any direction you'd like it to go. So, you can drive the Hexbug directly
from Arduino (although if you'd like, you can add the motor driver board from
TinyCircuits). You will need a proto board so that you can connect to the motors and
access the sonar sensor. The TinyDuino provides one of these as well. You'll stack this
on top of the TinyDuino and the USB interface board.

Perform the following steps to add Arduino to the Hexbug:

1. The first step is to open up the spider and disconnect the control board. Do
this by first unscrewing the top plate in the same way you'd unscrew it to
change the batteries on the spider. Then, take out the three screws that are
part of the top plate and expose the insides of the robot. You'll find a small
controller board with six connections. Two of these connections, the white
and black wire combinations, go to the two motors that control the direction
and the forward/backward motion of the spider. From the top plate comes a
red and black wire that supplies the power. Cut these wires. This is what the
bottom part of the robot should now look like:
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2.

You'll want to add extension wires onto each of the six wires, so you can
connect them to the TinyDuino that you'll mount on top of the robot. Once you
have done this, route these wires out the hole to the left by removing the small
controller board, and then reattach the top of the robot and the top plate.

You'll mount your TinyDuino and the associated shields on the top of the
robot. You can do this by mounting the TinyDuino shields together using the
TinyDuino mounting kit available at tinycircuits.com. However, you'll
first want to solder some wires to the proto shield so that you can talk to the
other sensors you'll want on the robot. For this project, you'll need to control
two DC motors and the sonar sensor. The specifics for the sonar sensor

were covered in Chapter 8, Avoiding Obstacles Using Sensors. Based on this
information, you'll need access to pins 9 and 10 for the two motors and VCC,
GND, and pins 12 and 11 for the sonar sensor.

You'll need to solder wires to the proto shield. The following is an image of
the shield, which will give you an indication of where to add the wires:

Tiny-Circuits.com,

0.0:010%§03010
0-Q30707030Fat0
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When you have these wires attached to the proto board, you can connect
all the TinyCircuits parts together. Now, you can start connecting the
Hexbug to the TinyDuino. Let's start by controlling the two motors. You'll
need to connect the rotating motor to pin 9 and GND and then connect the
movement motor to pin 10 and GND on the proto board. You'll need to
make several connections to the GND connection on the proto board, four
to be exact, so you may want to make a four-to-one wire connector for this
purpose. The following is an image of the board mounted and connected to
the two motors:
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Now, let's try and see whether the spider's movement is again functional — this time,
driven by the TinyDuino. To do this, you'll need to create just a bit of code:

spider|Ar - | |
(VI Jo]]+ 2]
[~ |

hexspider

int motorl = 9;
int motorz = 10;

woid setup () {
pinMode (motorl, OUTPUT)
pinMode (motor2, OUTPUT)
+

void loop() {
digicalWrite (motorl, HIGH):
delay(500)
digicalWrite (motorl, LOW):
delay(1000) ;
digitalirite (motorE, HIGH):
delay (5000
digitalirite (motorZ, LOW);

When you upload the code, your robot should move forward slightly, then turn,
move forward again, then turn, and so on. You can adjust the amount of movement
and turn by changing the delay (500) ; statement in the code. Now, your robot can
move around.

If you put a battery into the holder on the TinyDuino, your robot can even move
when disconnected from the computer. I like to keep my USB connection board in
this configuration; it makes it easier to hook up and modify the code.

Now, you can move around, but you'll certainly still bump into barriers. So, let's add
the sonar sensor. To add the sensor, make the following connections:

Arduino pin Sensor pin
5V VCC

GND GND

12 Trig

11 Echo
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You can mount your sonar sensor on the front of your Hexbug using velcro. The
following is an image of the Hexbug with the sensor mounted:

Now, let's see whether the sensor is functional. Navigate to Examples | NewPing |
NewPingExample. Select the Serial Monitor tab, and you should see the

following screenshot:

Scown o e TR A AN A e

Ping:
Ping:
Ping:
Ping:
Ping:
Ping:
Ping:
Ping:
Ping:
Ping:
Ping:
Ping:
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15%cm
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Autoscroll

:No line ending v:
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You can now sense barriers. It is straightforward to create a sketch that uses the
motor control and sonar sensor. The following is a simple sketch that combines
program statements for both, the DC motor control and sensor control:

hexspider | Arduino 1.0.5-r2 o =X
File Edit Sketch Tools Help

hesxspider

#include <NewPing.hs

#define TRIGGER_PIN 12
#define ECHO _PIN 11
#define Max DISTANCE 200
int motorl = 9;
int motorZ = 10;

NewPing sonar |TRIGGER_PIN, ECHO_PIN, MAY DISTANCE);

[ woid setup() {

pinflode (matorl, OUTPUT):
pinfode (motor2, OUTPUT);
digitalllrite (motorl, HIGH):
digitallirite (motor2, LOW);
o}

Bl void loop() {
int distance;
delay(50) ;
unsigned int ui = sonar.ping():
distance = ui/ US_ROUNDTRIF_CHM:
if (distance > 0 g&& distance < 5)
{
digitalllrite (motorl, LOW):
digitallirite (wotor2, HIGH):
delay(1000]) ;
digitallWrite {motor2, LOW);
digitalllrite (motorl, HIGH);
}
delay(l000)

The NewPing sonar (TRIGGER_PIN, ECHO_PIN, MAX DISTANCE) ; statement sets
up the sonar sensor so that it knows about the proper trigger and echo pins. In

the setup () function, you are going to set the ouTPUT mode for the two pins that
will control the DC motors and then turn one motor on (the motor that powers the
walking) and the other motor off (the motor that turns the device).

[210]



Chapter 14

The 1oop () function checks the sonar sensor using the sonar.ping () command.
When the distance is greater than 0 and less than 5, you will turn the walking motor
off, turn the turning motor on for one second, and then turn the turning motor off
and turn the walking motor back on. When the spider encounters an object, the
program should turn the walking motor off, turn the spider by about 90 degrees, and
then turn the walking motor back on.

Now, upload your program. Your robot should now move forward, and when

it senses a barrier, it stops and turns and then moves in the new direction. Your
robot can move around and sense barriers! Implementing the intelligence to go
between points A and B while avoiding barriers is an interesting and complex
problem that you can now explore. There are algorithms that show how to program
your robot to respond when it senses a barrier by moving efficiently around it.

For more information on this, see research.ncl.ac.uk/game/mastersdegree/
gametechnologies/aipathfinding/AI%20Pathfinding%20Tutorial.pdf and
biorob.epfl.ch/files/content/users/175246/files/Public/Pictures/
ReportMaster.pdf.

Now that you have learned how to build small robots, let's turn to an entirely
different application for Arduino —fashion.

Wearable Arduino projects

In this section, you'll build projects that you'll wear as a part of your clothing or
accessories. Hopefully, this will expand your concept of where you might be able
to creatively use Arduino. Let's get started.

The project for this section is a wearable pin that will indicate your direction
through a circular LED set. You could wear this type of device on an armband, like a
watch, or pin it on your clothes, just to prove that you are not only technically savvy,
but have a keen fashion sense. However, as we are talking about robots, you can
actually add these wearables to your robot to give the outside world some indication
of what the robot is thinking.
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To start, you'll need an Arduino board built for fashion. For this project, you'll use
the FLORA. This was introduced in Chapter 1, Powering on Arduino. It has a different
form factor; it looks like the following image:

The Arduino FLORA unit is interesting for a couple of reasons. Its form factor

is certainly one of them, but it is also designed to go into wearable applications

and is even washable (but don't try it with the battery attached). In this particular
application, you'll be using the FLORA with two of its accessories to build a device
that can indicate direction. To do this, you'll need both a way of finding the direction
as well as a way of indicating direction. To find direction, you'll add the FLORA
Accelerometer/Compass module, the LSM303, available at www.adafruit.com. The
following is an image of this device, with the FLORA on the right-hand side for

size comparison:
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This module was specifically designed to be used with the FLORA processor. For the
indicator, you'll use the NeoPixel ring, which is also available at www.adafruit.com.
This ring provides lighting in different colors. The following is an image of the ring,
again with the FLORA on the right-hand side for size comparison:

Perform the following steps to get the NeoPixel ring working with the FLORA:

1. First, make the following connections between the FLORA and the
NeoPixel ring:

Flora pin NeoPixel ring pin
VBATT Power 5V DC

GND Power signal ground
D6 Data input

2. Now, you'll need to download, if you have not already done so, the Arduino
IDE designed to work with the FLORA. You can download it from learn.
adafruit.com/getting-started-with-flora/download-software.

3. After you have done this, you'll need to download the library from github.
com/adafruit/Adafruit NeoPixel.

Install this into the 1ibrary directory of your Adafruit Arduino IDE.

5. Now, bring up a simple example program by navigating to Examples |
Adafruit_Neopixel | strandtest.
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Upload this program, and your NeoPixel ring should start displaying various colors.
Now that the ring is working, let's add a digital compass to the project. Here are
the steps:

1. You'll need to connect the digital compass to the FLORA. The following are
the connections:

FLORA pin LSM303
33V 3V
GND Po

SDA SDA
SCL SCL

2. Now that you have made the connections, you'll need to download the
library that supports the LSM303 device from github.com/adafruit/
Adafruit_LSM303DLHC.

3. You'll also need to download and install Adafruit's sensor library from
github.com/adafruit/Adafruit_ Sensor.

4. When you have installed these, upload the digital compass example program
by navigating to Examples | Adafruit LSM303DLHC | magsensor. When
you open the Serial Monitor tab, you should see the following screenshot:

K: 23.73 ¥: 11.00 Z: -0.51 uT -

260.00 119.00 -3.00
K: 23.84 ¥: 10.82 Z: -0.31 uT
257.00 122.00 -5.00
K: 23.36 Y: 11.09 Z: -0.51 uT
258.00 123.00 -5.00
X: 23.45 ¥: 11.18 Z: -0.51 uT
255.00 122.00 -6.00
K: 23.18 ¥: 11.09 Z: -0.61 uT
260.00 123.00 -6.00
K: 23.84 Y: 11.18 Z: -0.61 uT
265.00 123.00 -8.00
K: 24.0% ¥: 11.18 Z: -0.82 uT

268.00 123.00 -8.00

®: 24.36 ¥: 11.18 Z: -0.82 uT | =
L

Autoscroll :No line ending v: ]
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The device is reporting information on the direction. A more useful way to look at
this data is provided by Adafruit at learn.adafruit.com/lsm303-accelerometer-
slash-compass-breakout/coding. At the bottom of this page is a listing that will
show the actual direction when the device is held flat. Unfortunately, you'll need to
make just a couple of changes because of the updates to the drivers. The following is
the new sketch:

sketch_may29¢ | Arduino 1.0.5 EE=E
File Edit Sketch Tools Help

sketch_may2Ac §
#include <Wire.hs
#include <hdafruit_Sensor.h>
#include <Aidafruit LEM3I03_U.l

A% Assign a unique ID to this sensor at the same time */
Adafruit LSM303_Mag Unified mag = Adafruit LSM303_Mag Unified({12345):

void setup (void)

{

Serial.begin(9s00) ;

Serial.println("Magnetoneter Test”); Serial.printlni™"):

/% Initialise the sensor */

if('mag.begin))

1

/* There was a problem detecting the L3M3035 ... check ¥our comnmections */
Serial.println({"0oops, no L3M303 detected ... Check your wiring!™);
while (1)}

}

}

woid loop (void)

1

/% (et a new sensor event ¥/
SEnS0rs_event t event;

wag. getEvent | sevent) ;

float Pi = 3.14159;

/4 Calculate the angle of the wector ¥,x
float heading = (atan?(event.magnetic.y,event.mammetic.x) * 180) / Pi:
/4 Normalize to 0-360

if (heading < 0)

{

heading = 360 + heading:

}

Serial.print({"Compass Heading: ™) :
Serial.println(heading);

delay (500} ;

}

& maximum)
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Specifically, you'll need to change #include <Adafruit_LSM303.h> to #include
<Adafruit_LSM303_U.h>. You'll also need to change Adafruit_LSM303_Mag mag
= Adafruit LSM303_ Mag(12345); to Adafruit LSM303 Mag Unified mag =
Adafruit LSM303 Mag Unified(12345) ;.

When you upload and run this program, and open the Serial Monitor tab, you
should see the following screenshot:

& coMm12 = B
Compass Heading: 43.34 -

Compass Heading: 43.53
Compass Heading: 45.00
Compass Heading: 45.73
Compass Heading: 44.43
Compass Heading: 44.83
Compass Heading: 45.1%9
H Compass Heading: 45.18
Compass Heading: 45.18
Compass Heading: 45.37
ICc:mpass Heading: 44.44

Compass Heading: 44.83
Compass Heading: 43.71
Compass Heading: 43.18
Compass Heading: 43.71

—

[¥] Autoscroll :Noline ending v: :9600 baud v:

Now, you have access to Compass Heading. The final step is to merge the NeoPixel
code with the Compass Heading code. The following is a simple example that
changes color based on the direction:
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2 Floracompass | Arduino 1.0.5

Fle o s Toos ey ]
00

Flaracampass § u

#include <llire.h> - 'I
#include <Adafruit_Sensor.hs
#include <Adafruit LIM3I03_U. ko
#include <Adafruit NeoPixel.l»
#define PIN 6
hdafruit LEM303 Mag Unified mag = Adafruit LEM303 Mag Unified(12345):
dafruit_NeoPixel strip = Adafruit_NeoPixel (60, PIN, NEO_GRE + NEO_EHZSO00) :
froid setup (woid){

Serial.begin(9600) »

Serial.println({"Mammetoneter Test™); Serial.println(™™);
if('mag.begini))
Serial.println("0oops, no L3M305 detected ... Check wour wiring!™);

gtrip.begini)}
strip.show():

+
0id loop (woid){
SENS0ES EVEnt t event:
I mag. getEvent (sewvent) ;
float Pi = 3.14159;
float heading = (atan?(event.magnetic.¥y,event.magnetic.x) + 180) / Pi;
if (heading < 0) {
heading = 360 + heading;
B
Zerial.print("Conpass Heading: ")}
Serial.printinheading) :
if (heading > 0 && heading < 20)
colorWipe (strip.Color(255,0,0), 50):
else if { heading > 90 && heading < 180)
colorWipe (strip.Color(0,255,0), 50):
else if (heading > 180 && heading < 270)
colorWipe (strip.Color(0,0,2585), 50);
else if [ heading > 270 && heading < 360)
colorWipe (strip.Color (Z55,255,255), 50);
delay(1000) ;
+
void colorWipe (uint3Z_t c, uincd_t wait) |
forjuintlé_t i=0; i<strip.mmPixelsa(); i++) {
strip.setPixelColor(i, c):
strip.showi);
delay(wait) ;

maximam)

And there you have it! As you move your device around, you should see the color
of the ring change. The only step left is to package the device. You can put the pieces
together on a button or a write strap, or connect them directly to your robot, and
your LED will give you an indication of the direction in which the robot is heading.
You could easily change the sensor to one that measures temperature, distance, or
light; the possibilities are almost endless.
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Summary

That's it, but not really. There are so many more projects you can now tackle as
you have the basic capability in hand. You learned how to build simple robots that
can roam around on wheels and even walk on legs. You built robots that can sense
barriers and communicate with the outside world wirelessly. You also built robots
that can sail, swim underwater, and even fly. However, you've really only just
begun. There is plenty of help out there as well and almost as many different forms
of Arduino as there are projects. So, feel free to create.
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SPI Display, enabling in 74-76
Tools tab 39
URL, for libraries 78
Wi-Fi shield, enabling in 154, 155
Windows machine, used for

developing 19, 20

XBee interface, enabling in 150-152
Arduino IDE, running for Adafruit FLORA
Adafruit boards, selecting 30
Adafruit drivers, installing 28, 29
COM port, selecting 30
LED flash, coding on FLORA 31, 32
Arduino IDE, running for Uno
COM port, selecting 23
file, opening 23-26
file, uploading to Arduino 23-26
IDE, setting to board 22
Arduino Mega
Arduino IDE, running for 26, 27
clone, spotting 10, 11
counterfeit, spotting 10, 11
selecting 10
Arduino Mega 2560 R3 10
Arduino Mega pin
Analog In 6-15 56
Communication TX3/RX3/TX2/RX2/TX1/
RX1 56
Digital 50-53 56
Digital I/O pins 44-46 56
SDA/SDL 56
Arduino Mini
about 11
selecting 12
Arduino-operated plane
building 189-195
Arduino Pin
Analog IN A5/A0 55
AREF 54
Digital (PWM~) 13/2 54
Digital RX->0 54
Digital TX->1 54
GND 54
IOREF 55
Power 3.3V 55
Power 5V 55
Power GND 55
Power Vin 55
RESET 55
Arduino-powered underwater ROV
building 171, 172
Arduino Uno R3
about 9
selecting 9
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Arduino, versions
Adafruit FLORA 12
Adafruit Gemma 13
Adafruit Trinket 14
Arduino Due 11
Arduino Mega 2560 R3 10
Arduino Mini 11
Arduino Uno R3 9
automated sailing platform
building 167-171

B

Battery shield 193
Bluetooth protocol
URL 153
Bluetooth shield
connecting, to Arduino 153
brushless DC Motors, controlling with
Arduino
about 172-176
camera, accessing for project 185-187
LAN shield, connecting to Arduino 176-185

C

circuit on paper printing, Arduino
URL 14

clone spotting, Arduino Mega 11

counterfeit spotting, Arduino Mega
URL 10

C programming, on Arduino IDE
basic sketch, creating 41-47

D

DC motor

basics 83, 84

connecting, H-bridge and
Arduino used 87, 88

connecting, to Arduino 84-86

controlling, shield used 90-93

direction, controlling with
Arduino code 89, 90

speed, controlling with
Arduino code 86, 87

DC motor shield
Arduino code 94-96
delay(1000); function 46
digital compass
accessing, from Arduino IDE 125-127
connecting, to Arduino 123-125
URL 126
display
connecting, SPI interface used 72, 73

E

electronic speed controllers (ESCs) 172
external hardware connection 58-60

F

files
creating, on Arduino IDE 37-40
editing, on Arduino IDE 37-40
saving, on Arduino IDE 37-40
File tab, Arduino IDE
Close option 37
Examples option 37
New option 37
Open... option 37
Page Setup and Print option 37
Preferences option 37
Save and Save As... option 37
Sketchbook option 37
Upload option 37
Upload Using Programmer option 37
FLORA 212
FLORA IDE
installing 17
URL, for downloading 17
for statement 50, 51

G

general purpose input/output (GPIO)
pins 53
Global Positioning System (GPS) 157
GPIO capability, Arduino 53-58
GPS device
about 158
accessing, from Arduino IDE 161-163
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connecting, to Arduino directly 160, 161 LED code

working 158-160 creating 60-63
GPS shield LED flash
accessing, from Arduino IDE 164-166 coding, on Adafruit FLORA 31, 32
connecting, to Arduino 163 light emitting diode. See LED
GSM/GPRS shield loop() function 95, 211
connecting, to Arduino 156 LSM303
gyro reference link 214
connecting, to Arduino 127-129 Lynxmotion parts set 105
H M
H-bridge Mac machine
and Arduino, used for connecting used, for developing Arduino IDE 33
DC motor 87, 88 MPU-6050 chip 127
Hexbug
adding, to Arduino 205-207 N
Hexbug Spider
about 203, 204 NeoPixel ring
URL 203 reference link 213
history, Arduino 7, 8 working, with FLORA 213
HMC5883L 3-Axis Digital
Compass chip 124 P
I Parallax
URL 160
12C interface 124 pressure sensor
if statement 49 accessing, from Arduino IDE 133-135
infrared (IR) 113 connecting, to Arduino 132
Input/Output (I/O) pins 8 program
installation, Adafruit drivers 28, 29 servo motor, controlling 100, 101
installation, FLORA IDE 17 servo motor shield, controlling 102-110
integrated development programming constructs, on Arduino IDE
environment (IDE) 8 for statement 50, 51
IR sensor if statement 48, 49
accessing, from Arduino IDE 118-120 pulse-width modulated (PWM) signal 97
connecting, to Arduino 117, 118 PuTTY
URL, for downloading 146
L pwmValue variable 108
LAN shield Q
connecting, to Arduino 177-185
LCD display quad copter platform
enabling, in Arduino IDE 78-81 building 196-201
LCD shield
overview 77 R
LED 58

radio frequency (RF) 137
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RC airplanes
reference link 190
RC LiPo battery
using 108
remote operated vehicle. See ROV
RF24 library
URL 140
RFduino
URL, for guide 193
URL, for library 195
ROV 167

S

SainSmart
about 73,124
reference link, for library 133
URL 74
scanning sensor platform
creating 120-122
SCL data line 124
SeeedStudio
about 65
URL, for library 67
sensors
infrared sensor 113
overview 111
sonar sensor 112,113
URL, for library 114
serial display
enabling, in Arduino IDE 67-72
overview 65-67
Servo Control shield 193
servo motor
basics 97, 98
connecting, to Arduino 98, 99
controlling 97
controlling, with program 100
servo motor shield
connecting, to Arduino 102
controlling, with program 102-110
servo variable 108
setup() function 95, 110, 210
shield
about 8

used, for controlling DC motor 90-93

simple RF interface

connecting, to Arduino 138-140

enabling, in Arduino IDE 141-143
Sketch tab

Add File... option 39

Import Library... option 39

Show Sketch Folder option 39

Verify / Compile option 39
Sketch tab, Arduino IDE

Add File option 39

Import Library option 39

Show Sketch Folder option 39

Verify / Compile options 39
sonar sensor

about 112,113

accessing, from Arduino IDE 114-116

connecting, to Arduino 114
SparkFun

URL 128

URL, for products 129
SparkFun SEN-11028 128
SPI Display

enabling, in Arduino IDE 74-76
SPI interface

used, for connecting display 72,73

T

TinyDuino
URL 204

TinyGPS library
URL 163

Tools tab, Arduino IDE
Archive Sketch option 40
Auto Format option 40
Fix Encoding & Reload option 40
Programmer and Burn

Bootloader option 40

Serial Monitor option 40

U

Uno
Arduino IDE, running for 20, 21
USB development shield 193
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VvV Wi-Fi shield
connecting, to Arduino 154

versions, Arduino enabling, in Arduino IDE 154, 155
Adafruit FLORA 12 Windows machine
Adafruit Gemma 13 used, for developing Arduino IDE 19, 20
Adafruit Trinket 14
Arduino Due 11 X
Arduino Mega 2560 R3 10
Arduino Mini 11 XBee interface
connecting, to Arduino 144-149
W enabling, in Arduino IDE 150-152

wearable Arduino projects
building 211-217

Wi-Fi
URL, for tutorial 154
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